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Abstract: Scaled agile approaches are increasingly being used by automotive businesses to cope with the complexity of 
their organizations and products. The development of automotive systems necessitates the use of safe procedures. 
SafeScrum® is a real example of how agile approaches may be used in the creation of high-reliability systems on a 
small scale. A framework like SAFe or LeSS does not facilitate the creation of safety-critical systems in large-scale 
contexts from the start. User stories are a wonderful approach to convey flexible demands, the lifecycle is iterative, and 
testing is the initial stage in the development process. Scrum plus extra XP approaches may be used to build high-
reliability software and certification by the IEC 61508 standard is required for the software. This adds a slew of new 
needs to the workflow. Scrum's quality assurance measures proved to be inadequate in a recent industry situation. Our 
study's overarching goal is to provide light on the Scrum development process so that it may be improved for use with 
life-or-death systems. Our study of the business world was a mixed-methods affair. The findings demonstrated that 
although Scrum is helpful in ensuring the security of each release, it is less nimble in other respects. The difficulties of 
prioritization, communication, time constraints, and preparing for and accepting new safety standards were all discussed. 
In addition, we have had some helpful feedback from the business world, but the generality issue arising from this 
particular setting has yet to be addressed. 
 
Index Terms: Safety-Critical System, Scrum, SafeScrum, IEC61508, Agile, Software Development. 
 

1.  Introduction 

A growing quantity and complexity of safety-critical embeddable systems are becoming more commonplace in our 
daily lives. In the years after 2001, Agile software development for safety-critical goods has been documented in a 
research paper, and several books and articles have been written on it. A literature review, on the other hand, is 
recommended since there is no obvious accumulation of information on the subject; consequently, we believe it is 
necessary. Over the last decade, the software industry has seen a significant utilization of agile software development 
methods is on the rise, particularly Scrum variations, which are often used in conjunction with extreme programming 
approaches. The fact that quality assurance is embedded into the process rather than being documented afterwards is 
one of the many advantages of Scrum and other approaches. This final duty has traditionally been carried out by line 
groups participating in development based on plans. It is essential for a project to be visible and often reviewed in order 
to be successful under the Scrum framework. The most recent and up-to-date information is utilized to re-plan and 
improve the project. There may be a retrospective as part of the sprint review, concludes each brief period of work, 
known as a sprint. Retrospective meetings are also held at the end of each sprint to address quality concerns with both 
the product being developed and the development process itself. The constant interaction with the client or the issue 
owner is also emphasized heavily in Scrum development practices. This is important in order to guarantee that the 
system's functionality as well as its overall quality satisfy the needs and expectations of the users. Shortly said, Scrum 
may be thought of as a self-sustaining planning, development, and quality assurance process that is combined and self-
sustaining, although lacking traceability. The remaining sections of the paper are structured as follows. Section 2 
describes what safety critical systems are, and Section 3 discusses the difficulties that safety critical systems face. 
Section 2 is divided into two sections. The process of developing software for safety-critical systems is described in 
Section 4. Section 5 concludes with a summary of the data collection method and findings of the review of the literature. 
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2.  Literature Review 

2.1.  Safety Critical Systems 

Computers are becoming more and more widespread, and they are becoming an integral part of our everyday lives. 
In so many ways, they make it hard to imagine contemporary society without them. That being said, the widespread use 
of these technologies necessitates a high degree of confidence, which necessitates the need for technologies that are 
easily available and reliable as well as trustworthy and safe [1]. The use of computers in a variety of life-sustaining 
processes, such as medical treatment, biological transportation, aircraft and vehicle systems, and systems with a high 
level of intensity, is common. Medical procedures, human transportation, aerospace and military systems, and increased 
energy management are just a few of the numerous applications that rely on cloud servers. Safety-critical systems are a 
major source of worry because ineffective regulation of these systems may have serious consequences for the 
environment, property, and persons [2, 3], as well as companies, the economy, and citizens' and society's quality of life. 

Although many applications have historically been regarded safety-critical, the definition must continue to broaden 
as computer systems are introduced into more and more sectors that have an influence on our lives. Safety-critical 
systems might have a variety of meanings, but the core principle is sound. The consequences of failure are the primary 
concern here, both philosophically and practically. In the event of a system's failure, the system is said to be "safety 
critical". When we can depend on a system to keep us safe, we may say that it is safe. There are repercussions to this 
idea that are highlighted in terms of the systems that need to be considered safety-critical. Many important systems are 
being developed and deployed as software-intensive systems become more common. Increased computer control of 
safety essential systems is a goal of ours as we seek to improve output as well as performance and cost efficiency. Many 
safety-critical systems (such as those in the chemical and pesticide industries) may grow in size, complexity, and the 
potential for catastrophic failure thanks to centralized processing management. Operators and users may make 
important decisions based on information provided by software even if the program does not directly operate the safety-
critical hardware (e.g., air traffic control or medical information such as blood bank records, organ donor information). 
Increasing reliance on software-intensive systems has made us more dependent on the systems operating reliably as a 
result. In the future, safety-critical systems will be increasingly widely used and influential. There will be a need for 
considerable breakthroughs in the areas of configuration, structures, proof of identity, and methods if safety critical 
systems are to be developed in sufficient numbers. 

2.2.  Types of Systems that should be Viewed as Safety-Critical 

Systems that may result in catastrophic effects if they fail are deemed safety-critical. The term "safety-critical" 
refers to a system whose proper functioning is dependent on its existence. As a result of this approach, the following-
level categories of systems that are really vital are examined. 

A.  Traditional System 

Safety-critical systems have typically been associated with healthcare, civilian aviation, power plants, and 
weaponry. A failure to address these issues may put people's lives in danger, ruin valuable equipment, and cause a host 
of other problems. The use of computers in healthcare is significantly more widespread than most people realize. 
Microprocessor-controlled insulin injections are not a new idea. It's not well known that pacemakers are essentially 
computers. The widespread use of computers in operations is almost unknown outside of specialized fields like 
orthopedics and neurosurgery. Automated devices are making gains in operations including major surgery, back surgery, 
and ophthalmologic surgery. Individuals in all three of these situations have received major therapy thanks to the use of 
computer-controlled automated devices, which have taken the place of traditional surgical equipment. The Boeing 777 
is referred to be "the most high-tech aircraft on Earth" by the manufacturer. There have been several technical 
advancements, notably safety-critical computer systems, that have benefited the aircraft. 

B.  Non-Traditional System 

Management and academics working with particular systems must take into account the wide-ranging possibilities 
of the safety-critical system idea. Consider how many new technologies are capable of having significant ramifications 
in the proper setting, and how these systems should probably be regarded as safety-critical. A commercial plane's 
demise will very certainly lead to the annihilation of humanity. People's lives might be put in jeopardy if a 
telecommunications network goes down. However, if the 911 system goes down for an extended period of time, there 
will very certainly be fatalities. The emergency 911 service is a vital piece of infrastructure that can't be done without. 
A few more examples are financial and banking systems, electricity production and transmission as well as 
telecommunications and the water management system If a computer fails in any one of these areas, it may cause an 
outage that affects all of these applications. In certain cases, the stoppage is so severe that it is impossible to continue. If 
water or electricity are shut off in large regions, health and safety are at danger. Disruptions to major modes of 
transportation, such as rail and trucking, would have a similar effect on the distribution of food and energy. Computer 
systems that support critical infrastructure should be classified as critical. 
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C.  System Design and Manufacturing 

Typical operating systems discussed in earlier sections are safety-critical systems. If these mechanisms fail, there is 
an immediate threat. Other software programs used in the design and construction of other systems may still fail with 
serious repercussions. Compilers, for example, are regarded safety-critical if the product they support is likewise 
considered safety-critical. Non-computer artifacts can't be made without computer systems. MSC Corporation's 
NASTRAN structural analysis system is used in a broad range of industries [4]. Structural engineers take its analysis at 
its value and apply it to help with structural design autonomously. A shoddy job might lead to a shoddy building if it's 
done appropriately. As a consequence, even if the final product may be a building or a bridge, the design system 
software used throughout the design process is important to the safety of the final product. 

D.  Information System Security 

It is clearly clear that data security breaches are a major and growing problem. The consequences of attacks on 
both business networks might be dire. Internet security breaches are a major worry for network users because of the 
increased use of the World Wide Web for connectivity services. In spite of the dangers posed by the Internet, network 
providers pose a larger menace. Through the use of private networks managed by financial institutions, money may be 
transmitted both locally and worldwide. Secure networks are widely used to monitor and evaluate transportation 
systems. Private networks may be breached, causing financial losses or disrupting transportation services if the attack is 
successful. Because of the seriousness of the consequences of security breaches, even technologies that just convey 
information should be deemed safety-critical due to the high potential for loss. 

2.3.  Formal Framework and its Advantage 

Real-time software must be functionally accurate and timely. These "hard" real-time limits should be taken into 
consideration: An alarm must be sent if a nuclear reactor's core temperature reaches a threshold. When a train 
approaches an intersection, car and pedestrian traffic must be stopped; if the computer driving a robot does not tell it to 
stop or turn in time, the robot may crash with another item. Modeling, defining, and developing real-time systems is 
difficult [5-11]. In the past, system software components have proven more difficult to repair than mechanical or other 
physical components. Small systems have an uncontrollable amount of test cases [12]. It's not resilient (little failures 
may have severe repercussions) and it's difficult (even simple modules need documentation) (small errors have major 
consequences). That doesn't imply the software used to operate real-time systems are undesirable. Many companies 
leverage existing design principles to increase product reliability. Software becomes more complex as demands on a 
computer's resources increase. Traditional servo-control systems could be isolated tested, while current, in order to 
validate complex software controllers, it is more challenging. Safety-critical systems that operate in real time, formal, 
mathematically exact methodologies are recommended. Many pragmatic software developers have struggled to realize 
this idea. But why do "theorists" need a formal framework? Among the advantages are: 

 
1) There are several ambiguities and contradictions that might be found while formalizing informal requirements. 
2) For example, this formal paradigm might lead to hierarchical, semi-automated (or perhaps fully automated) 

system development methodologies. 
3) Mathematical methods may be used to validate the validity of the formal model (throughout the course of 

arduous and time-consuming experimentation with each individual situation). 
4) More confidence may be placed in the performance of a subsystem that has been explicitly verified. 
5) Comparing and testing different designs is possible. 

2.4.  Problems with Safety Critical Systems 

For example, the SCS research found multiple instances when equipment failed due to misconceptions or a lack of 
clearly expressed demands, ultimately resulting in environmental harm, injuries, and even fatalities [13, 14]. Companies 
in charge of the SCS involved in an accident suffer greatly as a result. When it comes to complicated technological 
systems, there are often several explanations for an occurrence. As SCS gets more complex, governments and 
international organizations are strengthening the requirements and broadening the scope of sustainability reporting and 
associated procedures [15]. The safety certification program relies heavily on the requirements specifications and the 
associated requirements engineering methods [16], both in terms of methodology compatibility and quality assurance 
for safety [4, 17]. Ariane V's inability to take off [2] and the loss of the Mars Polar Lander [15] and the Mars Climate 
Orbiter [14] are just a few of the well-known disasters [18]. Neumann provides several examples throughout the book 
[19]. A few lesser-known cases are utilized to demonstrate this problem's extent rather than repeating the intricacies of 
previous failures. 

 
1) Design assistance systems, such as discrete analysis programs, are an excellent illustration of what may go 

wrong. These applications are widely used in industrial design, particularly architecture. NRC Information 
Notice 96-29 was sent to all nuclear power plant operators and permit holders in May 1996 [1]. However, it 
was not known at the time how these programs were used in nuclear power plant safety  studies, which led to 
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the Commission's conclusion that 150 errors had been documented. Notification recipients were asked to 
review the information to determine whether it was relevant. Self-evident consequences follow. 

2) The Sizewell B nuclear power plant's principal protective system had a different kind of malfunction in the 
United Kingdom. This system, which was constructed in software, must have no more than 10 failures per 
demand in order to meet the dependability requirements. After everything was said and done, the system 
contained over 650 microchips and 1,200 wires, while the program itself had over 70,000 lines [18]. Only    
48% of the test cases were successful when the system was put to the test [13]. Even though the system was 
said to have failed another 22% of the tests, it was difficult to know for sure whether any of them had been 
successfully completed. Safety-critical: When anything goes wrong, this mechanism will automatically shut 
down the reactor. When there are so many computers, code sources, and validation records, it's difficult to 
ensure the stability of a system. 

3) The London Ambulance Service replaced a manual scheduling system on October 26, 1992 with a computer-
aided one. [1] To guarantee that the computerized system would perform efficiently for at least the duration of 
the coverage area, the transfer was completed all at once. After a series of mishaps, the system became 
virtually nonfunctional as demand grew throughout the day. Delays in ambulance dispatch in a number of 
scenarios suggest that the failure has resulted in deaths or serious injuries. 

 
It is becoming more difficult to distinguish between an embedded platform and a typical control system, since 

computers are becoming "integrated" into society. As a consequence, not only do classic safety-critical applications face 
major failure implications, but so do whole new application domains. DDoS assaults on networked information systems 
are getting more and more widespread. In addition to physical pressures, damage may happen from service interruptions 
or data corruption. Many software engineers are involved in the creation of systems requiring a high level of safety 
technologies. The number of gadgets that must be designated "safety critical" is expanding at an ever-increasing rate. Is 
there anything else we should know? 

 
1) One of the primary causes of software and systems engineering failures is the breakdown of communication 

between the two disciplines. System modeling approaches must be created to assess the full system's 
properties. Techniques of this kind must provide high-fidelity representations of fundamental software 
attributes while still being able to accommodate software.  

2) It's obvious that we're having trouble describing exactly what software is meant to perform, and this is at the 
root of many major failures. Even if specified processes are followed, there is a lack of collaboration that 
prevents thorough requirement analysis from taking place. 

3) When a system has to operate in what is known as the mega range, verification via testing is out of the 
question. There are, however, a limited number of possibilities. However, the usage of formal verification and 
model checking is limited. We'll need high-performance, quick, and thorough verification methods in order to 
have trust in the large array of safety-critical equipment that customers anticipate. 

4) For safety-critical systems, confidentiality has become an increasingly important issue that must be addressed 
completely if such systems are to operate correctly. Rather than a security issue, this is a software engineering 
one. For the most part, networked information system security issues arise as a result of security defects in the 
software. Buffer-overrun attacks are well-known, yet they continue to occur because susceptible systems 
remain in use. 

5) Rather than a security issue, this is a software engineering one. For the most part, networked information 
system security issues arise as a result of security defects in the software. 

3.  Software Development Process of Safety Critical Systems 

Institutionalization of approval processes and certification is a result of the seriousness of possible safety failures. 
For medical equipment like the digital insulin pump to be sold in the US, they must be approved by the FDA (U. S. 
Department of Health, 2010). Equivalent regulatory organizations in other countries must confirm that safety-critical 
systems are fit for their intended use before they can be authorized and certified for their usage of safety-critical 
equipment. By doing so, we may be certain that suitable development procedures have been followed and that the 
ultimate result is system accuracy. It is essential that the applicable standards' goals can be proven. These specifications 
specify the requirements that must be met before a system or project may be put into operation in its intended setting. 
Most of these standards have focused on setting process objectives and criteria for verifying those procedures have been 
followed since proving deterministic correctness for any considerable piece of software is basically impossible. Since 
these components are so crucial to public safety, their development must be closely monitored and regulated by 
legislation [20]. External auditors must be able to evaluate whether or not the system can be authorized since the FDA 
demands a high degree of auditability inside the software development process itself [21]. 

Process models and maturity models for ISO standards-based safety-critical systems development are required. In 
order to make sure that the program is produced correctly, validation verifies that the correct system is built [22]. It is 
not uncommon for a variety of procedures and paperwork to be required for software verification and validation by the 
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FDA [23]. Most of the FDA's regulations are based on the activities that take place throughout the development phase 
(e.g., study, design, and execution of a project's specific requirements, etc.). 

3.1.  Traditional Methods 

When building safety-critical software, the conventional approach has been to construct a formal development 
process based on project management and quality assurance expertise [24-26]. The DO-178C (Software Considerations 
in Airborne Systems and Equipment Certification), DO-331 (Model Based Development and Verification), and DO-332 
(Considerations in the Certification of Airborne Systems and Equipment) standards are only a few examples (Object 
Oriented Technology and Related Techniques). As stated in these standards, every process used to build safety-critical 
systems must achieve certain goals, although these standards do not prescribe the methods themselves. Weiguo and 
Xiaomin presented a technique for FDA-compliant medical device projects [27]. However, rather than dictating a 
specific procedure or model, DO-178B sets forth an overall framework for the development process. The DO-178B 
standard specifies the connections between three distinct processes that are common to most life-cycles: planning, 
technical development, and integration. A software life-cycle is built for each software product to be created in 
accordance with DO-178B that involves these three steps. 

Stakeholder and client requirements are gathered at the beginning of a project and a sequential project plan is then 
built to meet those demands using the Waterfall method of project management [28]. With the waterfall methodology, 
project management is the most prevalent project management method across a wide range of sectors and research 
organizations. Chronological sequencing simplifies the execution and comprehension of engineering concepts in 
various engineering areas, from building to information technology and software development, among others. 

Developing a safety-critical software system often takes a long time. The V-model, which is shown graphically in 
Figure 1, serves as the foundation for many of these procedures. Here, we've broken down the development process into 
a series of distinct phases. Manage communication and scale, organize stages and disciplines, regulate traceability 
(needed by sufficient safety requirements), and get certification. Certification is the last step in the development process, 
and it is typically the most pressing issue for the team working on mission-critical systems. Testing and evaluation by 
an independent third party (i.e., a certifying body) is required to ensure the safety-critical system may be placed into 
operation; we call this "certification," although the language used may differ across industries. 

 

Fig.1. System development using the V model [29]. 

Limitations of Traditional Methods 

In the following session, we have discussed the shortcomings of formal approaches, as well as their limits and tried 
to prove them as thoroughly as we can. 
 

• A basic problem is that a first-order framework cannot fully describe so-called "nonfunctional" criteria and 
qualities like safety and security. 

• There are a lot of intricacies in formal specs. Most individuals working in the computer sector at the moment 
are used to informal approaches and lack formal notation training. A mathematical notation is frequently more 
difficult to grasp than an informal statement. 

• All features of reality cannot be represented using formal techniques. To cope with modeling and abstraction, 
formal methods use techniques that are both static and dynamic, while the actual world has both. Formal 
approaches may be used to model dynamic characteristics, however the model created does not accurately 
represent the dynamic behavior of the systems that are being modeled. 

• Proofs of correctness are time-consuming. This is due to the fact that formal specifications take a long  time  
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to create. Proofs of correctness must be performed manually or interactively with machines due to the 
inherent difficulties of doing them automatically (e.g., assertion creation, related knowledge management, and 
efficient usage). 

• The price of creation goes up (for some companies and projects). This is mainly due to the fact that many 
firms and enterprises have to spend more money on formal techniques training for their employees. 

• Even with formal specifications, mistakes might occur. Formal approaches, as previously indicated, may aid 
in the reduction of mistakes caused by misunderstanding. However, there is no assurance that formal 
specifications will be error-free (e.g., syntax mistakes and semantic discrepancies). For formal specifications, 
no formal technique has yet been developed that automatically verifies semantic consistency (for syntax and 
type checking, there are just a few options). 

• Many popular formal techniques cannot define a planned system or an individual component of an existing 
system. Some formal techniques (e.g., VDM and Z) were initially designed for non-time-critical systems 
rather than time-critical systems. The definition of timing characteristics is difficult or impossible in time-
critical applications. 

• Formal techniques can't be used since there aren't any environments that support them. Some formal 
approaches can be supported by tools that are already available (e.g., The University of York produced 
CADIZ for Z notation, while the University of Manchester constructed a mural for VDM). These technologies 
are unable to enable formal methods tasks including consistency checks, accuracy proofs, improvement of 
specifications, and software testing. 

• It's important to note that Waterfall-based engineering product development has a number of limitations. This 
is mostly due to the process's rigidity and sequential development, and the absence of client involvement in 
product development beyond a certain point in the process that these issues arise. 

• Documentation is the strength of the V- Model, but it also makes it vulnerable. If one criterion is altered, it 
may have an influence on others, necessitating further documentation rewrites. As a result, it is possible for 
the project team to operate for a lengthy amount of time following the "internal" parts of the V-Model without 
engaging with the client once the requirements elicitation process has been completed. 

• Customer engagement is only guaranteed at the beginning and the conclusion of a V-model process. Due of 
its intrinsic resistance to changing client requirements, the V-Model is frequently criticized for its rigidity and 
inflexibility. 

3.2.  Agile Development (Scrum Development) 

Iterative cycles of "plan, construct, revise" are used in Agile software development. They produce progressively 
ready product features at the conclusion of each cycle. Agility is a good fit for software development because of the 
latency, adaptability, and speed of reaction that are all necessary in today's world. There are two foundations for agile 
software development: the Agile Manifesto [30] and the Principles behind the Manifesto [31]. Openness to changing 
client requirements and a strong focus on providing viable software in close cooperation are hallmarks of agile 
techniques. There are no designated responsibilities for quality control, safety management, or documentation in agile 
methodologies like Scrum [32]. 

Scrum is the most popular framework in industry, and it serves as an important representation of Agile 
development processes [33], as shown by books like "The Scrum Guide" and "The Scrum Primer, version 1.2." 
Components such as teams (with duties assigned to individuals), events and artifacts, and rules, are all included. In 
order to produce the product in a uniform way, each component of the framework must be accurately implemented. 
Sprints are time-boxed periods of no more than one month in which the development activity is divided into the 
objectives that must be fulfilled throughout each iteration. Progress is recorded on a daily basis, in the form of brief 
sessions that are focused on creating daily objectives and eliminating any impediments as quickly as possible. The 
Sprint review provides a summary of the work that has been done in each Sprint. 

A.  Existing Safety-Critical Software with Agile Development 

Increased IT market competition has had a negative impact on critical safety systems. They have expanded from 
serving solely hospitals and physicians to delivering individualized e-health software solutions and equipment for 
individual patients, as well. In order to compete in this ever changing and expanding industry, it is essential to deliver 
better software that is more attractive to the customer while keeping prices down. Software development processes must 
be made more efficient (in terms of work, user happiness, and time) while still adhering to the safety criteria set by 
applicable standards, rules and recommendations. More and more studies show that implementing agile principles into 
safety-critical projects is possible and even beneficial. There is some example- 

 
1) According to Lukasiewicz [34], " It's possible that the limited adoption of agile methodologies in regulated 

safety-critical areas reflects a reluctance on the part of firms in these fields to disclose their internal 
procedures." when it comes to adopting agile methods in regulated settings. It was revealed in their article that 
agile approaches had several problems and recommended ways to fix them. 

2) For high-integrity system development, Paige [35] explored the use of agile, including the examination of 
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aspects of agile and the adaptation of agile procedures. While agile approaches may be used to safety- critical 
development, the authors found that they work best when used in conjunction with plan-driven procedures. 

3) To the contrary, Gary [36] believes that agile development methods are more suited for open-source safety-
critical software than other approaches. A perspective that allows for conventional safety-oriented techniques 
to the degree that they are necessary is a hallmark of agile approaches. This supports Boehm's [37] claim that 
safety-critical software development requires sophisticated project management. 

4) Agile Assessment, according to Pikkaraine [38], is an effective tool for clarifying whether agile methods are 
appropriate for product development and client service. One of the findings was that the use of the most 
suitable agile methodologies during incremental development would boost the tracking and monitoring of 
requirements. 

5) Sidky's [39] three key phases correspond to Douglass' six steps for effective agile adoption. They all believe 
that it's important to understand why agile software is a good fit for their business. 

B.  Problems with Agile Software Development and Safety-Critical Design 

Agility in a safety-critical software development setting has four areas of concern that need to be addressed: 
 
1) Light documentation; 
2) User stories are a great way to describe flexible needs; 
3) The lifecycle is iterative and gradual; 
4) Testing is a first step. 

Light documentation 

Documentation is a major roadblock in the expansion of agile software development for safety-critical products. 
Several studies have examined how documentation might become a major component of agile development rather than 
an afterthought. They say agile procedures prioritize functioning software over detailed documentation. This does not 
imply that all documentation is useless, and some agile techniques appreciate the value of documents. As a rule of 
thumb in agile software development, documentation should be just enough. Moreover, Scrum encourages that 
developers utilize documentation and models to organize their thoughts. 

Documentation is vital in safety-critical software development because it proves that all procedures were followed 
and the program is safe. Documentation is a cornerstone of the regulatory process norms and criteria. Regulations and 
the prospect of regulatory inspections encourage substantial record keeping [40]. Agility's low or nonexistent attention 
on documentation is inadequate to identify the quality of safety-critical systems, hence regulatory authorities will not 
consent to less documentation. 

Additional documentation is required for the development of other safety-critical software features. In order to 
develop safety-critical systems, it is feasible that staff members may be changed numerous times over the course of 
years. During the 30-year lifetime of safety-critical goods, a third party must regularly maintain, update, and enhance 
the software [41]. Thus, safety-critical projects must concentrate on documentation, since adequate documentation is 
required to verify software safety. Documentation should be kept to a minimum and treated lightly. 

User stories are a great way to describe flexible needs 

In terms of demand management, agile and conventional software development approaches vary in two respects. 
First, whereas agile procedures promote requirement modifications, safety-critical development approaches discourage 
them owing to the increased expenses of software redesign, testing, and requirement documentation. Second, agile 
procedures abandon conventional requirements in favor of loosely organized customer-authored user stories stated in 
simple business-like language. 

Securing safety is a requirement management issue, and thorough requirement specifications are vital. 
Modifications to the software architecture [41] may affect the important evidence needed for validation and verification 
of the program's safety [42]. This is especially true in projects that are safety-critical. It is, nonetheless, necessary in 
software development. Even if the initial study is rigorous, the requirements are precise, and numerous approval 
signatures are acquired, modifications will occur over time [43]. These challenges are particularly likely in security 
software development [44]. A complicated medical equipment takes years to build. During this period, it is conceivable 
that requirements may alter or be added. Some research demonstrate that modifications are less prevalent in less crucial 
software development [42]. There are two types of requirements: safety and functionality. Less stable are the functional 
needs. It is therefore recommended to add a safety-product backlog to the original Scrum approach. This is used to 
distinguish regularly changing functional needs from more stable safety requirements [45]. 

User stories expressed in normal business language cannot be utilized for validation because safety-critical 
software development necessitates well-structured requirement engineering [36]. To avoid this, the user stories' 
informal requirements should be defined. When it comes to formal papers, paper cards may be used, but instruments 
must also be employed to store the requirements. As an example, an example was given by the authors of how they used 
it a use case document, together with a definition of software requirements, to outline criteria that are not functional. 
Security-related user stories and abuser tales (threat circumstances) should be two distinct types of stories [46]. 
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The lifecycle is iterative and gradual 

The recommended stages of a project's lifetime range vary significantly between agile and conventional 
methodologies. All elements of the development process are included in iterations according to agile approaches, 
allowing for more adaptability and the ability to respond to changes. An increment (a functioning, tested version of the 
system) should be released at the end of each cycle. Scrum employs sprints in which developers work uninterrupted for 
short periods of time. 

The very iterative and incremental approach that is at the foundation of agile methodologies must be preserved in 
contexts where software development is safety-critical. It is thus necessary to adapt the plan-driven lifecycle models [47] 
to be iterative. In certain studies, it has been observed that this is an obstacle to the widespread adoption of agile 
software development methods [48]. Developing an incremental safety assurance approach is the main problem [49]. 

Research shows that iterative safety-critical development is possible and even beneficial, since developers are 
pushed to break down activities and get a better knowledge before trying to address problems [50]. Incremental 
development may be used in safety-critical projects, although it is more challenging than in non-critical projects [44]. 
During iterations spanning four to ten weeks, Rasmussen et al. supplied executable software increments. It is possible 
that longer iterations than recommended for non-critical software development may be required. He eager [50] report on 
dissatisfied engineers who had to implement a complete increment over the course of four weeks, which lends credence 
to this theory. As a result of the plan-driven project milestones and sequential process, software development iterations 
were subject to a specific emphasis (for example, documentation) in a system engineering project that was primarily 
focused on documentation [50,51]. 

Testing is a first step 

Agile teams often employ test-driven development. For example, test cases are developed before the program. 
Passing all checks determines whether or not an increment is complete. In order to accomplish quick iterations, agile 
methodologies rely on automating tests. 

Deploying safety-critical software requires substantial [49]. Testing is completed at the conclusion of development 
using the V-model. Conciliating these two testing procedures has been challenging since developers are not accustomed 
to prioritizing tests [50]. Other empirical studies describe effective implementation of test-first approaches in safety-
critical software development [41, 48]. A study of regulatory requirements shows that test-driven development is 
compatible. 

According to other studies, the implementation of an agile test-first approach may work, but it must be further 
improved to meet safety standards [52]. A problem with test-driven development is that developers must create their 
own tests since certain standards (such as EN 50128) state that the tester is responsible for defining the test and that the 
developer and the tester must be separate persons. Additional testing is also required to meet the tight regulatory 
standards [49]. As a result, it takes longer and is more expensive for agile teams to produce software. 

3.3.  SafeScrum- Scrum Development of Safety Critical System 

At its inception, Scrum was intended to be used on modest, self-managed development initiatives and to address 
challenges of a limited scope. According to studies conducted over the previous decade, projects managed using Scrum 
are more successful than those based on traditional methods. Scrum, on the other hand, is rapidly being adopted in more 
complicated environments in the software business today. We've seen Scrum teams from across the world working 
together to construct massive software systems. The creation of safety-critical systems, which must meet stringent 
quality and safety criteria, is another area where Scrum is being applied. The fundamental ideas of self-sustaining, 
multidisciplinary, and self-managed teams are being tested as complexity rises. 

For the sake of complying with the IEC61508 standard, SafeScrum is an adaptation of the well-known and widely 
used Scrum methodology [53]. Based on a thorough assessment of the software requirements, Hanssen provided a set of 
changes to Scrum that might be used to the development of safety-critical software [54]. It should be noted that the 
functional requirements and the safety requirements have two separate backlogs. A product's functional needs may vary 
often, but its safety criteria are generally consistent across projects and products, and even re-usable. Using 
relationships, keep track of the safety criteria that are impacted by functional requirements. SafeScrum must also be 
able to be tracked. During the course of the project, every decision and modification must be recorded, preserved, and 
made accessible to the assessor. A record of all comments and how they were handled should be preserved for code 
reviews as well. As a third step, the current system's safety is verified during each sprint. The product backlog may be 
revised throughout each sprint's review. CIAs [55] are performed and recorded when a modification is thought to have 
an effect on the system's safety. Two backlogs may be used to determine the impact a functional change may have on a 
safety requirement in this case. Additionally, agile approaches like as test-driven development, every day stand-ups, 
numerous work iterations, and continuous integration are very vital. 

Code and assessment are no longer necessary under this architecture, which uses a series of sprints instead. This 
implies that, contrary to the V-model, documentation is generated in real time and as part of the development process. 
Replaces just the bottom and right of the V-model SafeScrum. For software development, this is a crucial need that 
allows a project to be more adaptable to changes while still providing the necessary documentation and traceability to  
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the assessor. 
In order to satisfy the standards of IEC61508 standard, several additional aspects must be added to Scrum. 

Consequently, the concept of a lightweight process is thrown out the window, since a great deal of extra labor, 
checkpoints, and documentation is necessary. The most effective countermeasure is to automate as much of the extras 
as possible via the intelligent and efficient use of tools. We've categorized tools into four groups. When it comes to 
managing processes and workflows, we need a tool that can help us define and track the many roles and responsibilities 
of each individual activity. An automation tool for the Scrum board, to put it plainly. As a second need, we require tools 
for establishing and maintaining the backwards compatibility, tests, and source code. An even tiny project generates an 
enormous quantity of data, and this data has to be supported by tools. Thirdly, we need specialized tools for organizing 
information such as design, code, and architectural documents. Also necessary in light of IEC61508, is a set of tools to 
aid with code quality assurance. Test automation, test coverage analysis, and static code analysis are all included. Tools 
for the SafeScrum process may be found in a variety of forms, many of which are interchangeable and can be connected 
together. This standard, IEC61508, specifies specific criteria for tools, and they should be examined (IEC61508-3). 
We'll see instances of this kind of tool chain in action as we go through our scenario. 

 

 
Fig.2. SafeScrum Model. 

4.  Methodology 

Even though online surveys are the norm these days, researchers have a wide range of choices for gathering data. 
Once the survey's goals and sample strategy have been established, the following step is to choose which data gathering 
method is ideal for the project. Often, we presume a single means of data gathering, such as internet data collection for 
some and phone data for others. In certain situations, it may be preferable to use more than one mode, however this is 
not always the case. 

4.1.  Data Collection 

Determining the research topic helps researchers focus their efforts on narrowing down the scope of their study to 
specific areas of interest. Researchers must first identify their research topics in order to choose the appropriate 
approach, methodologies and sample size for data collecting as well as the appropriate tools for data analysis. As 
researchers go through the design cycle, evaluating literature, integrating theory, and establishing a conceptual 
framework, they must constantly adjust and improve their research questions. The establishment of a specific research 
goal and target is impossible without a well-defined research issue. 

To design the questionnaire in this study, the PICOT methodology was applied. It was initially presented in 1995 
as PICO format, and was then enlarged to PICOT format [56], which is now a generally recommended technique for 
framing research questions. Notably, the PICOT format is often useful for comparison studies or examinations of the 
association between exposure and result (s). The PICOT approach is often recommended by evidence-based medicine 
for framing research questions. That is why we used it. Research demonstrates that the use of PICOT improves the 
results of clinical information searches in PubMed. 

4.2.  Data Analysis 

A.  Qualitative research 

While the goal of any interview is to learn more about the subject being interviewed, the specific goal depends on 
the research topic and the researcher's academic viewpoint. There are two kinds of studies: those that are aimed to test 
pre-existing hypotheses and those that are designed to investigate meaning and perceptions in order to get a better 
understanding and/or produce hypotheses. Qualitative interviewing is often required for this kind of study, which 
encourages the interviewee to provide detailed descriptions of events while letting the investigators to interpret or 
analyze them. There are many different ways to conduct a qualitative research interview, but the goal is to get 
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information that is both conceptual and theoretical, and is based on personal experiences. 
Qualitative research highlights study participants' viewpoints to "illuminate subjective meaning, acts, and 

situations" [57]. Quality qualitative research is defined by how well participants' viewpoints are reflected and 
understood throughout the research process and in interpretations derived from the material acquired (authenticity). In 
qualitative research, the researcher-researched interaction and the need for transparency (openness and honesty) are 
crucial [58]. 

B.  Quantitative research 

Research using statistical or numerical data to study social issues is known as quantitative research. Quantitative 
research is based on the assumption that events can be quantified, and so requires measurement. To uncover patterns 
and linkages, it examines data and evaluates the results. Quantitative research is an approach to inquiry. Measurements, 
evaluations, and inferences are all part of the process of deduction. It is possible to conduct quantitative research using 
hypotheses and statistical analysis to investigate concepts (Figure 3). 

The numerical data generated by quantitative research must be analyzed. Enter, store, and analyze data 
electronically with the help of a database management system for example, enter data into an Excel or Word 
spreadsheet. Simple data analysis may be accomplished with Excel, but more complex analysis may be better served by 
SPSS. Transcribing survey results or observation schedules into a computer is a necessary step in the data entry process. 
This has to be thoroughly investigated. Surveys are increasingly delivered online, and data may be immediately loaded 
into an analytical tool such as SPSS [59]. 
 

 
Fig.3. Quantitative Research Design 

While cross-sectional surveys are the most often used, longitudinal surveys provide the greatest insight into the 
evolution of individuals and communities because of their ability to track changes over time. The collection and storage 
of quantitative data in electronic databases is critical in quantitative research, as is the analysis of quantitative data using 
proper statistical techniques. 

C.  Mixed-mode research 

Flat or declining survey response rates have plagued researchers in recent times. In the internet and 
telecommunications age, they must choose the best way to target and communicate with their survey group. Mixed-
mode surveys are used to solve these problems. The mode selection dictates who may be interviewed and how to 
approach the target group most effectively. The method used by researchers is crucial to the study's success and 
credibility. Changing modalities may affect people' reactions and involvement. 

Using both quantitative (such as surveys) and qualitative (such as in-depth interviews and focus groups) research 
methods, mixed mode research is a method that combines these two forms of information to provide more thorough, 
practical, and lucrative market research findings. Both quantitative and qualitative research may be done at the same 
time, but they don't have to be done simultaneously. As an example, when researchers are doing field experiments 
(quantitative data) and conducting focus groups (qualitative data), they don't necessarily need to be doing both at once. 
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Although all data collection methods must be part of the same overarching study topic, they must both take place in 
close proximity to one another. 

D.  Why mixed-mode research? 

Because mixed-mode surveys provide researchers a wide range of possibilities, they are becoming popular. Survey 
usage has grown because to widespread internet access and e-mail. Using simple approaches that are more able to elicit 
a respond, such as telephone or cell phones, "snail mail" questionnaires, emails or online surveys, may help researchers 
better target their clients. Previously, researchers were unable to tailor a survey to the specific needs of each region. 

Not only may researchers increase their coverage of their chosen demographic by addressing them in a variety of 
methods, but they can also aim for a greater response rate. Participants who consistently decline online surveys may be 
more receptive if reached through phone. Additionally, providing survey respondents with many options for providing 
feedback often enhances response rates. Additionally, it's worth noting that mixed-mode surveys may give cost savings 
in certain circumstances. Everyone is aware that research may be costly. Surveys that were formerly conducted entirely 
over the phone may now be conducted partly online, resulting in significant cost and time savings for the customer. 

E.  Benefits of mixed-mode research 

Mixed mode research has several advantages, particularly in an era of tighter deadlines and reduced prices. The 
Bunker has compiled a list of mixed mode research advantages and how we use them in our daily research: 

 
 Increasing Response Rate: People desire choice, flexibility, and alternatives. This is among the key reasons 

we use Mixed-Mode with our customers. Providing other locations for participants to reply increases response 
rates. The data collecting does not follow one path. 

 Expanding Reach: Each technique of data collecting has a certain audience in mind. The youthful 20-year-
olds would be ideal for a fast pulse survey. It's a poor idea to get a generic landline phone sample. A new 
independent living complex may want to conduct focus groups with elderly residents. Your best strategy is 
not to send out online survey invitations. Don't limit your audience's options for responding if you're running 
a survey with a wide range of demographics. This will prevent you from overlooking a group. 

 Increased Data Quality as a Result of Increased Representivity: Mixed-modal survey research may 
improve comparability by reaching out to those who are difficult to reach through a single mode. For instance, 
surveying a particular target group using a mix of email/online, telephone, and snail mail may provide a better 
coverage of the researcher's target demographic than online alone. 

 Accelerating Fieldwork: Utilizing Mixed-Mode might be an excellent technique to adhere to tough deadlines. 
When combined with improved response rates, their increased flexibility in responding leads in more 
responsive initiatives. Are you about to send out a mail survey? Why not send out an e-mail invitation as well, 
so they may complete the survey at work if they left it on the kitchen table? Are you still unresponsive? How 
about making follow-up reminder calls and, if they agree, completing the survey over the phone? 

 
In this research, we have used Mixed-Mode research for data collection. Mixed mode research combines 

quantitative (surveys) and qualitative (in-depth interviews and focus groups) research approaches to deliver more 
detailed, useful, and profitable market research insights. 

4.3.  Result Analysis 

An initial survey question was aimed to gather information about the respondents' roles, knowledge and expertise 
with safety critical systems engineering standards and agile approaches. The survey's primary section consisted of a 
series of comments about the possible integration of safety engineering tasks with agile development. To prevent replies 
from being skewed, both positive and negative comments on the possibility of integration were provided. In addition, 
some statements were created with intentional overlap and/or contradiction to test the respondent's consistency. 

The vast majority of those who took the time to answer worked for companies with at least 25 employees. More 
than 80% of those surveyed have worked on safety-critical systems in the past. 90% of those surveyed have used agile 
development approaches in the workplace. 

The study began with 80% of respondents agreeing that agile techniques can be integrated with the creation of 
safety-critical systems, while 10% said that agile and safety procedures are in compatibility, and 10% believed that 
certain agile and safety practices are in harmonious relationship while others are in conflict. 

In this study, it is not feasible to offer a systematic presentation of the findings collected for the survey's more 
specific questions. These findings are instead illustrated: 

 
 Over 95% of respondents agreed that consumer safety assurance and consumer safety must be provided to 

consumers. While developing, it's important to consider the potential risks. 
 75% of respondents agreed that engineers with system-level expertise and experience should be involved in 

software safety assurance.  
 70% of respondents also agreed that regulators and evaluators should be involved in the software 
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development process. A safety-critical systems development environment may use this information to better 
define the typical agile 'client' role. 

 Almost all of the participants (90%) agreed that the safety case should be regularly evaluated throughout the 
development process. Safety risk management construction should be seen as an "improvement" rather than 
an "outcome." 

 Requirements and Documentation were ranked highly in terms of importance (77% and 84%, respectively). 
When all of this is looked at together, it shows that an incremental safety case building might be a good way 
to guide a software development process that is done in steps. 

5.  Discussion 

In this study, we gathered common ideas, practices, and constraints from the literature on safety-critical agile 
methodologies and compared them to the insights of industry professionals. We discover an expanded and polished list 
of guiding principles and obstacles, as well as a number of potential solutions. A majority of the answers show a 
favorable outlook on the use of agile and safety measures together. 

The responders feel that in agile development for safety-critical systems, the safety documentation should assist 
safety-related communication to the utmost degree with a minimum quantity. The minimal amount of safety 
documentation should also be tailored to diverse scenarios. By restricting and exploring the proper set and type of safety 
documentation in agile development, both the formal safety-related communication and the informal communication 
might be enhanced. The standard that we wish to fulfill from the system and the definition of the safety level should 
also be understood. 

The literature shows that formal approaches are still failing to acquire broad acceptance and application in ordinary 
software development but have seen use in validating important features of safety-critical systems. Due to the absence 
of rigorous validation methodologies, agile approaches have received widespread industry adoption in a short period of 
time. It is hoped that combining the two methods of software development would make the advantages of formal 
specification techniques more obvious as well as allow the adoption of agile development techniques for critical 
systems. The introduction of formal specifications into a widely used industrial process like Scrum will make formal 
specifications more approachable and hence enhance their industrial adoption. This will shift the emphasis of agile 
approaches, which have historically been focused on keeping projects on schedule and within budget, to concentrate 
more on system quality; this will get us closer to the holy grail of error-free code being built on schedule and under 
budget. 

To sum it up: the safety narrative and epic patterns are highly recommended for decreasing communication issues 
in Scrum-based safety-critical systems, based on our study. In addition to well-documented, well-structured requirement 
elicitation and further testing, it is necessary to fulfill regulatory criteria. However, greater research is needed to 
examine the impact of an agile safety strategy in many situations, particularly in industry. 
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