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Abstract: The majority of projects fail to achieve their intended objectives, according to research. This could arise for a 

number of reasons, such as ensuring requirements are managed, excessive documentation of the code, or the difficulty 

in delivering software that includes all the requested features on time. An effort could be made to overcome such failure 

rates by establishing a proper management of requirements and concept of reusability. The correct requirements can be 

identified by checking similarity between the requirements received from the various stakeholders. A reusable software 

component can result in substantial savings in both time and money. It can be challenging to make a choice regarding 

the reuse of certain software components. A comparison of the requirements of a new project with those of previous 

projects prior to starting a new project or even at a later stage during development is useful for identifying reusable 

components. This paper proposes a framework (ReSim) for identifying software requirements' similarities, in an attempt 

to improve reusability and identify the correct requirements. A crucial component of ReSim is to measure similarity 

between software requirements. Different well-known similarity measurement techniques used by the researchers to 

evaluate the similarity between the software requirements. Some of the methods used to measure this include dice, 

jaccard, and cosine coefficients, but in this paper, we have used recently developed hybrid method which considers not 

only semantic information including lexical databases, word embeddings, and corpus statistics, but also implied word 

order information and produced significant improvements in the results related to the measurement of semantic 

similarity between words and sentences. As part of the experiments, the study used PURE dataset - in order to 

demonstrate the efficacy of the proposed framework. As a result, recently developed hybrid method of measuring the 

requirements similarity is more accurate than Dice, Jaccard, and Cosine, while Cosine is a better choice than Dice, and 

Jaccard is more accurate than Dice. Thus, ReSim outperforms existing approaches when tested on the PURE dataset, 

providing the most accurate results for both functional and non-functional requirements.   

 

Index Terms: Measurement; Requirements; Similarity; Semantic; Reusability; Framework 

 

 

1.  Introduction 

Natural language processing can be performed in a variety of ways that rely on the notion of semantic similarity, 

including terms sense disambiguation, automatic synonym extraction, language modeling, and document clustering. 

Semantic similarity measurements use a variety of methods to measure similarity. A federated database, data integration 

system, message passing system, web service, or peer-to-peer data management system [1] may utilize text similarity as 

a method to match schemas to minimize semantic heterogeneity, a major problem in any data sharing system. A 

growing number of applications provide data retrieval through similarity measurement operations, including multimedia 

[2, 3], data mining [4], CAD database system [5], time series databases [6], information retrieval system (IR) [7], 

geographic information systems (GIS) and tourism information system. 

Requirements Engineering (RE) on the other hand, is gaining importance and is acknowledging the importance of 

a successful software project in the early stages [7]. A system is concerned with identifying the goals to be achieved by 

the stakeholders [8], achieving these goals through systematic implementation, and assigning responsibilities to the 

appropriate agents of a system such as humans, devices, and software [9].  
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Recent applications of natural language processing present a need for an effective method to compute the 

similarity between very short texts or sentences. An example of this is a requirements management system expected for 

identifying software requirements' similarities, in an attempt to improve reusability and identify the correct 

requirements. Researches show that a reasonable number of software projects failed to achieve their desired goals. This 

could arise for a number of reasons, such as ensuring requirements are managed, excessive documentation of the code, 

or the difficulty in delivering software that includes all the requested features on time. An effort could be made to 

overcome such failure rates by establishing a proper management of requirements and concept of reusability. The 

correct requirements can be identified by checking similarity between the requirements received from the various 

stakeholders. A reusable software component can result in substantial savings in both time and money. It can be 

challenging to make a choice regarding the reuse of certain software components. A comparison of the requirements of 

a new project with those of previous projects prior to starting a new project or even at a later stage during development 

is useful for identifying reusable components. A framework is expected for identifying software requirements' 

similarities, in an attempt to improve reusability and identify the correct requirements. 

The problem of measuring sentence similarity is an essential issue in the natural language processing area. 

Computing semantic similarity between software requirements in natural language is a related issue. In requirement 

engineering, the task of measuring requirements similarity is to find semantic symmetry in two sentences of software 

requirements, regardless of word order and context of the words. It is necessary to measure the similarity between the 

sentences of software requirements accurately. A framework (ReSim) is presented in this paper for identifying software 

requirements' similarities, in an attempt to improve reusability and identify the correct requirements. 

The main purpose of the proposed framework (ReSim) is to identify the similarities between the requirements of a 

current software project and those available in the software repository [10].  It would be more beneficial, in a more 

efficient way, to use a similarity measurement technique to form more effective measurements [11], which would 

ultimately allow reusable software components to be used based on these similar requirements. The recently developed 

hybrid method [12] has been used in ReSim to measure similarity of software requirements. Further, it represents a path 

to achieving any software project's ultimate goal, such as saving time, effort, costs etc. 

Reusability refers to the ability to use existing components to solve different problems [13]. Through reuse of 

existing libraries, components, modules, and sources, software can be made reusable. This can also apply to software 

designs [14]. By reusing existing libraries, components, modules, and sources, software can be made more valuable and 

productive. A reusability strategy can save time, effort, and money [15-17]. 

After identifying similar components, reusing the design and code of a completed project can be accomplished 

smoothly. Measuring the similarity between requirements can improve and facilitate reusability [18]. In addition to 

construction for reuse, construction with reuse refers to the use of reusable components in the construction of a new 

system. The former refers to the development of components for further reuse while the latter refers to the construction 

of components for reuse [15,19]. We propose an approach that encourages construction with reuse in this paper. 

A crucial component of ReSim is to measure similarity between software requirements. Different well-known 

similarity measurement techniques used by the researchers to evaluate the similarity between the software requirements. 

Some of the methods used to measure similarity between the software requirements include dice, jaccard, and cosine 

coefficients, but in the proposed framework (ReSim) we have used recently developed hybrid method [12] which 

considers not only semantic information including lexical databases, word embeddings, and corpus statistics, but also 

implied word order information and produced significant improvements in the results related to the measrurement of 

semantic similarity between words and sentences. The main objective of the proposed framework (ReSim) is to measure 

the similarity of requirements documents for the purpose of facilitating the reuse of some components. 

Organizing this work is as follows. Section two contains a brief introduction and background information. Section 

three is devoted to a discussion of related works. The problem of identifying similarities between requirements is 

described in section four. We provide a step-by-step explanation of the proposed similarity framework in section five. 

The experimental work and results are discussed in section six. Finally, the conclusions are drawn after summarizing the 

findings. 

2.  Background 

In this section, we cover preliminary concepts needed in our work. These preliminary concepts are the 

requirements engineering, similarity of requirements and similarity measurement. 

2.1 Requirements Engineering 

Since it has become increasingly important, requirements engineering has gained more attention in recent years. 

Requirements engineering involves several steps, including requirements elicitation, analysis, specification, validation, 

and management. It is the important objective of requirements engineering to develop a set of requirements that meets 

some criteria such as completeness, consistency, and correctness. In general, software requirements fall into functional 

and non-functional categories. The requirement engineering process should not require further iteration if it produces 

requirements that meet the customer's needs [20-22]. 
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In requirements engineering, a document of system requirements is created and maintained. The process involves 

three stages of activities that are arranged iteratively. 

 

 

Fig. 1. requirements engineering process [20-22] 

2.2 Requirements Similarity 

A requirement, by definition, is an exact description of what the system will do without stating how it will 

accomplish it.  

In order for requirements engineer to select and configure appropriate components, specific information must be 

targeted, which could be explicit or implicit. Implicit information are perceptions, rules, standards, and domain 

knowledge, which requirements engineers employ on behalf of implied information. Specific information comprises 

written text, flow charts, drawings, and other artifacts.  

It has been under consideration for some time to work on similarity analysis and modeling, but this paper presents 

a different approach. Using information retrieval techniques for determining statistical measurements of requirements, 

Natt och Dag et al. analyzed textual requirements for automatic similarity analysis to prevent duplicate requirements 

from being identified [23]. 

2.3 Similarity Measurement 

In order to measure semantic similarity, individuals, texts, features, concepts, or ontologies can be considered. In 

this paper, we examine the idea of inter-concept (or inter-text) similarity. Various characterizations of similarity are 

based on how representations are constructed, such as how concepts are represented as unstructured features, how 

dimensions can be specified in multidimensional spaces [24, 25], or how descriptive logic can specify different 

restrictions [26, 27]. Computer concepts are the same as concepts in the human mind; the similarity is determined by 

what is said about these concepts [28]. 

2.3.1 Lexical-Based Similarity 

The concept of lexical similarity only applies to syntax. In other words, it consists of reading or reading sequences 

of characters, or how similar the words are despite their differences in meaning. Character-based similarity and term-

based similarity are the two primary groups of lexical similarity measures. Many algorithms have been used to 

determine lexical similarity, including Longest Common Substring (LCS), Damerau-Levenshtein, Jaro, Jaro-Winkler, 

and others [29,30]. 

The algorithm identifies the degree of similarity between documents by displaying all documents as a matrix. Each 

row represents tokens or words extracted from each document, and every column represents a document. Each row in 

the matrix corresponds to a score, and every column corresponds to the amount of similarity between documents 

[31,32]. In the case of larger numbers of documents, such as the requirements documents for several years of a 

multinational company, the computations will be extremely tedious. In light of this, it may be appropriate to aggregate 

certain documents, and to represent their relationships logically. In a relation between two documents, R(d1,d2,v) is a 

measure of the number of common tokens between the documents, where d1 represents the first document, d2 

represents the second document [32]. The following equation 1 can be used to calculate the similarity between d1 and 

d2 documents: 

 

Sim(d1, d2)  =
|d1 ∩ d2|

|d1 ∪ d2|
                                                                             (1) 
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2.3.2 Semantic-Based Similarity 

A phenomenon of semantic similarity was discovered in the 1990s in psychological experiments [33]. In 

psychology, semantic similarity is a basic concept that helps understand and organize objects. By comparing the 

meaning behind the words, semantic similarity determines how similar the words are. By way of example, lexically, 

'gift' and 'present' are completely unlike each other, but semantically they are also similar. Comparing large corpora of 

words through corpus-based similarity techniques. An extensive set of text used for research purposes is referred to as a 

corpus. The use of semantic similarity in query answer systems helps users to find what they are looking for regardless 

of how the characters are written [29-31]. Similarity is also measured using ontologies. By connecting conceptualization 

with semantic pointers, ontologies offer organized structures and clear representations of knowledge [32, 34]. 

In this study, uses a hybrid methodology presented by Farooq [12] for calculating semantic similarity between the 

requirements received from different stakeholders or between the requirements for current projects and those for 

previous projects. 

We can measure the similarity between requirements written by the same person (or group) by using Farooq's [12] 

hybrid methodology. As requirements written in natural language vary from person to person, so do the style of writing 

and words selected, so the similarity measurements could be impacted as well.  Ontologies and synonyms could be 

another important direction for research.  The same meaning can be applied to words in natural languages regardless of 

where they are placed. The similarity matching between two requirements should be high if they are written with 

different synonyms, but they have the same meaning and scope.  

2.3.3 Hybrid Methodology for Computing Semantic Similarity 

Farooq [12] has proposed a hybrid technique (HydMethod) that considers not only the semantics of the texts but 

also the implicit word order. Incorporating corpus statistics will enable us to adapt lexical databases to be used in 

different domains by modeling human common sense knowledge. Accordingly, the methodology can be applied to 

various domains. In order to demonstrate how effective, the methodology is, Farooq [12] used two standard datasets - 

Pilot Short Text Semantic Similarity Benchmark [29] and MS paraphrase [35, 36]. When tested on both of these 

datasets, the proposed method is found to perform better than the existing approaches; this correlation is highest both 

for word similarity and sentence similarity.  This method has an overall improvement of 32% over the use of word 

vectors and WorldNet methods alone. Farooq [12] found a high Pearson correlation coefficient of 0.8953 for 

Rubenstein and Goodenough [37] word & sentence pairs. 

An analysis of the methods used to measure sentence similarity is presented in a survey paper by Farooq [38]. This 

study focused on narrowing down the issues and identifying more research gaps associated with the calculation of 

similarity. 

The hybrid methodology presented by Farooq [12] is based on WordNet and vector similarity which is integrated 

at the word level. As shown in the equation 2 below, the measure of similarity involves a weighted average of both 

similarities.  

 

sim(w1,w2) = Vector sim(w1,w2) * µ + WordNet sim(w1,w2) * (1-µ)                                       (2) 

 

where µ is a constant used to determine the weighted average of the similarities. The value µ is set to 0.33 in our 

experiment. 

In order to determine the semantic similarity between the sentences s1 and s2, we can use the following equation. 

We also calculate the similarity between s1 and s2 and between s2 and s1, in order to generate an accurate similarity 

analysis. To compute the final sentence similarity, the following equation 3 calculates the average of these two 

similarities.  

 

𝑠𝑖𝑚(𝑆1, 𝑆2) =  Average ((∑ 𝑀𝑎𝑥(𝑊𝑜𝑟𝑑 𝑠𝑖𝑚(𝑤𝑖, 𝑆2)))/𝑛 + (∑ 𝑀𝑎𝑥(𝑊𝑜𝑟𝑑 𝑠𝑖𝑚(𝑤𝑗, 𝑆1)))/𝑚)𝑚
𝑗=0

𝑛
𝑖=0          (3) 

 

With this approach, S1 consists of n words, and sim(wi,S2) represents the similarity between a word i in S1 and the 

statement S2. Similarly, word j in S2 is similar to the word wi in S1, and sim(wi,S1) shows their similarity. 

After constructing the vectors, the word order similarity is calculated using the following equation 4. 

 

𝑆𝑤 = 1 −  
||𝑉1−𝑉2||

||𝑉1+𝑉2||
                                                                                 (4) 

 

By combining word order similarity and semantic similarity, final similarity can be achieved using the following 

equation 5. 

 

Sim(S1, S2) = √ (γ
2
Ss + (1 - γ

2
) Sw)                                                                    (5) 

 

Similarity in word order is represented by Sw, while semantic similarity is represented by Ss. The value of γ varies 

from 0 to 1. 
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According to the results of experiments using standard datasets, hybrid methods produce good results. 

Incorporating word order similarity improves the measure of sentence similarity further. 

3.  Related Work 

Several approaches in software engineering use similarity measurements to analyze the relationships between 

different software artifacts. Typical examples include identifying features [39], finding features [13], recovering 

architecture [40], identifying reused services [14], and detecting clones [41]. 

Natural language is defined by the Cambridge Dictionary as "language that has developed in the usual way as a 

method of communicating between people, rather than language that has been created, for example for computers." It is 

the language learn to interpret the spoken and written word, and to speak and write ourselves. For a human, this usually 

comes natural as they learn to speak and write in the youth. However, for a computer, that is a different issue. 

When computing similarity in the RE field, Natural Language Processing (NLP) techniques are typically used to 

represent the requirements [42], as they are written in Natural Language (NL) [43-45]. Similarity computation is crucial 

for many typical requirements management tasks, including tracking [46-49], identifying equivalent requirements [50], 

analyzing change impacts [51, 52], extracting glossary terms and grouping them [9], and retrieving artifacts [35]. In the 

following, we present a comparison of our work with representative studies from the field of RE, focusing specifically 

on the topics of traceability, change impact analysis, and recommender systems, all of which are closely related to our 

work, as they involve both requirements and software similarities. 

It is crucial to compare similar words, sentences, paragraphs, and document for research in many fields including 

information extraction, document clustering, and disambiguation of word senses, automatic essay scoring, small answer 

scoring, machine translation, and text summarization. Several techniques exist to measure document similarity 

[16,30,53], including document clustering. 

The SimReq framework has been proposed by Illyas [54] to measure the similarity between software requirements 

of a running project and previously completed projects. The software compares each requirement component of the 

running project with the textual requirements of the software. 

Illyas [55] has presented a comparative study of different similarity measurement techniques used in the SimReq 

similarity measurement framework. Through SimReq frame work, Illyas [55] emphasized the use of reusable 

components of software like design, coding, and test cases since SimReq frame work focused on finding similarities 

between new and old requirements of software projects. 

Gomaa [56] presented a survey of existing works on text similarity and categorized them into three approaches; 

string-based similarities, corpus-based similarities, and knowledge-based similarities. Additionally, examples of these 

similarities are presented in combination. 

A new research challenge is proposed to the community of requirements engineering by Tarawneh [57], who has 

discussed the relationship between requirements engineering and natural language processing. 

Fatma [58] has proposed a framework for assessing requirements similarity using four-phases frameworks (FPS). 

The objective of FPS is to compare the textual requirements of different projects and measure their similarity. By 

measuring similarity Fatma [58] aim to facilitate reusability of certain components such as designs, codes, and test cases.  

In an extension of a previous work, Fatma [59] presented an automated system that measures the similarity 

between software requirements to increase reusability of software. In this work Fatma [59] employed lexical text 

similarity to measure the similarity between a new project and a set of previously completed projects, which suggests 

some components that may be reused. 

According to Samosir [10], a mapping can be generated between a set of requirements statements and the classes 

of a project that meet those requirements. Based on the class-requirement mapping and the associations between classes, 

the method also generates associations among requirements. A class diagram of the respected project is used to store 

relational information. 

Azzam [53] explains how to resolve discrepancy between developers and clients about elicitation results for 

software requirements by combining elicitation along with a requirement statement. Azzam [53] accomplished this goal 

by following specific procedure steps, namely: determining the similarity between the software requirements 

specifications and the elicitation results, and analyzing the elicitation results by using text mining. 

Abbas [60] has compared different state-of-the-art NLP approaches and found correlations between requirements 

and source code. A real-world evaluation is conducted using two industrial projects in the railway sector as inputs. 

Abbas [61] has conducted an empirical investigation of the relationship between requirements and code similarity 

in the context of a large railway company. The purpose of this work was to explore to what extent similar requirements 

can be used to locate similar code. Abbas [61] analyzed two related projects in the company and used different seminal 

NLP-based language models to represent the requirements and calculate similarity across the two projects. 

The main objective of this paper is to propose the framework “ReSim”. ReSim measures similarity between 

requirements by simply comparing textual requirements received from stakeholders and the requirements of the running 

project (or software) with those from previously completed projects. In this study, a recently developed hybrid 

methodology [12] to assess similarity between requirements. 
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Using PURE (public requirements dataset) - a collection of 79 publicly available documents [55, 62] describing 

natural language requirements obtained from the Internet, Table 1 presents a comparison of the semantic-based hybrid 

approach with other approaches used in ReSim to measure similarity of requirements. According to the results stated in 

his paper, Dice similarity measurement achieves 0.837 Pearson correlation. Moreover, Jaccard similarity measurement 

obtains a correlation coefficient of 0.842 and Cosine similarity measurement achieves 0.862. The hybrid methodology 

presented by Farooq [12] achieves 0.887. In Figure 7, hybrid approach in ReSim outperforms existing approaches when 

tested on the PURE dataset. 

Table 1. Comparison of the discussed approaches to the semantic-based hybrid approach with Pearson's correlation coefficient  

Similarity Measurement Method Pearson Correlation 

Semantic-based hybrid method [12] 0.887 

Cosine coefficient [54, 63] 0.862 

Jaccard coefficient [54, 64, 65] 0.842 

Dice coefficient [54, 55] 0.837 

4.  Problem Description 

According to studies, there are a reasonable number of projects that do not reach their goals. There could be a 

variety of reasons for this situation, including an inability to manage requirements and excessive documentation of code, 

along with the difficulty of delivering the software on time with all necessary features. Such a failure rate could be 

improved by managing requirements properly and utilizing the concept of reusability. 

For proper management of requirements and adoption of the concept of reusability, requirement similarity 

measures are necessary at the following places in the requirement engineering process: 

 

 Examining the similarity between requirements received from different stakeholders. 

 Comparing the requirements of current projects with those of previously completed software projects. 

 

The following reasons should be taken into consideration when attempting to measure the similarity of requirements 

received from different stakeholders: 

 

 Stakeholders lack an understanding of their needs 

 Stakeholders express their preferences differently  

 

This could result in conflicting requirements from different stakeholders. 

5.  ReSim: A Framework for Similarity Measurement 

When creating a new computer-based system, there are two ways to get started: either build all the components from 

scratch, or reuse some of the existing ones. A reusable component is an existing component that can be reused in other 

situations. Using reusable components improves productivity, accuracy, and quality. Additionally, reusability may reduce 

costs, effort, and time [21,12,17]. Reusing an existing system or starting over from scratch is not an option that can be 

taken lightly. In some cases, a decision-maker may require assistance. Also, it can be challenging to identify reusable 

components. Similarity measurements can be used to make reusing decisions. As shown in figure 2, reusability can be 

achieved if a project is similar to previous ones, as opposed to starting completely from scratch. 

 

 

Fig. 2. Measuring the similarities between the requirements of current projects and those of previous projects [34]



Assessing Similarity between Software Requirements: A Semantic Approach 

44                                                                                                                                                                       Volume 15 (2023), Issue 2 

Customer and end-user requirements are elicited through the use of interaction with the system as well as services 

that the solution should provide, as well as other constraints. The figure 3 shows the main processes involved in 

requirements elicitation and analysis. 

 

 

Fig. 3. requirements elicitation and analysis [19-21] 

As part of the requirement elicitation process, stakeholders of a new project are asked to present their requirements 

without any ambiguity. Identification of the precise requirements and the expectations of various stakeholders is 

essential to determine what is expected of the project. In the process of resolving ambiguity between the requirements 

of different stakeholders, it is essential that you clarify the requirements first. The figure 4 illustrates the reasons why it 

is important to measure similarity in requirements across stakeholders. 

 

 

Fig. 4. Measuring the similarities between the requirements received from different stakeholders [59] 

Using the framework, software requirements can be compared with requirements received from different 

stakeholders and with requirements of currently running projects (or software). Firstly, it examines the textual 

requirements of a stakeholder and compares them against the requirements of each other stakeholder. On success, 

requirements will be added to the requirements specifications document; on failure, requirements will be rejected. In a 

second step, a comparison is made between the requirements of the software stored in the repository and those of the 

active project. Once the matching requirements have been met, the matching code and design will be considered for 

reuse. If no match is found, a new design is generated and code for this requirement is also generated. Post-processing 

activities in ReSim include configuration, testing, and implementation. 

5.1 Data preparation 

Before we can measure the similarity of requirements, we must first translate their sentences into words, in which 

case we will perform a hybrid method [12] analysis of the requirements. As an input, it converts the requirement 

sentence into words or tokens. Data should be simplified using simple English and less hyphens and punctuation in 

order to reduce the amount of data overhead. As shown in Figure 5, the first part of the ReSim defines this procedure as 

a subset of the software requirements [54]. 

5.2 Requirements Similarity measurement 

In addition to calculating requirement similarity from requirements received from different stakeholders (see 

second part of ReSim Figure 5) and requirements of current projects, ReSim also measures requirement similarity from 

requirements of previously completed software projects [54]. 

 
1. Requirements 

discovery 

2. Requirements 

classification and 

organization 

3. Requirements 

prioritization and 

negotiation 

4. Requirements 

similarity of different 

stakeholders 

6. Requirements 

specification 

5. Discard requirements 

having more than 25% 

similarity 



Assessing Similarity between Software Requirements: A Semantic Approach 

Volume 15 (2023), Issue 2                                                                                                                                                                       45 

Different well-known similarity measurement techniques used by the researchers to evaluate the similarity between 

the software requirements. Some of the methods used to measure this include dice, jaccard, and cosine coefficients, but 

recently researchers have proposed a few advanced algorithms based on WordNet, Word Embedding, and corpus 

statistics [54]. A semantic-based hybrid method proposed by Farooq [12] has been used in ReSim to measure similarity 

between the requirements (described in the section 2.3.3).  

5.3 Design and Code Reusability 

All those requirements which are similar will be incorporated into reusable components taken from a software 

repository using the design and code that they have created. According to some researchers, designing new software can 

be reduced by 30% if pre-existing product features can be reused and even 80% if existing product features are heavily 

repurposed [18, 54]. 

To a certain extent, this reduces project costs, time, effort, and resources. New modules of design and coding will 

be developed separately according to those requirements that do not have a similarity. It is intended that the 

configuration of design and code will be tested and evaluated in accordance with plan until implementation [54]. 

5.4 ReSim Architecture 

In Figure 6, ReSim Framework's component architecture is shown. Sections 2 and 3 of the ReSim framework serve 

as the basis for this architecture, as shown in Figure 5. In the application of requirements requisitions, requirements are 

transformed into a shape that is ready for similarity matching. It matches requirements of new projects with 

requirements of already completed projects, based on similarity of the requirements extracted from the software 

repository database. In the software repository database, the result of the similarity matching will be saved [54]. 

Users will be suggested to use the software repository if there is a high degree of similarity in the matching, such 

as use cases, design modules, and coding schemes. However, even when there is an average or low level of similarity, 

the repository components can still be repurposed for developing different use cases, design modules, and coding 

schemes [54]. 
 

Algorithm: Algorithm for Calculating Requirements Similarity 

 

Input: sRP  // a repository of an existing projects 

Input: sNP  // a new project requirements 

Output: msim // maximum similarity value 

Variables: OPs  // a single older project an exists in sRP 

rr_new   //the list of requirements for sNP 

rr_old   //the list of requirements for one OPs 

asim[]  //an existing projects requirement similarity 

g1Max[]  //maximum similarity of the sentences 

Avgsim[]            //an average similarity of a project requirements 

1: OPs = 0, rr_old = ' ', rr_new = ' '; 

2: rr_new=getAllrequirements (sNP) 

3: for every OPs in sRP 

4: rr_old=getAllrequirements (sRP [OPs]) 

5: for every requirement in rr_new 

6: rr_new_description=getDescription (sNP) 

7: rr_old_description=getDescription (rr_old) 

8: rr_new_description =convertToWords (rr_new) 

9: rr_old_description =convertToWords (rr_old) 

10: for every sentence in rr_new_description 

11: rr_new_sentence=getSentence (rr_new_description) 

12: for every sentence in rr_old_description 

13: rr_old_sentence=getSentence (rr_old_description) 

14: asim[] = Sim (rr_new_sentence, rr_old_sentence) 

15: End for 

16: g1Max[] = getMax (asim[]) 

17: End for 

18: Avgsim[] = Average (gMax[]) 

19: End for 

20: End for 

21: msim = getMax (Avgsim[]) 

22: End for 

23: Return msim 
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Fig. 5. ReSim Framework [54] 

 

Fig. 6. ReSim Architecture [54] 

6.  Experimental Work and Results 

With ReSim, our aim to provide a platform that would help users to find similar requirements between (or among) 

a new project and a previously completed project.  Requirement similarity measurement will be used in choosing 

reusable components like design modules, coding modules, test cases, etc. when finding similarity between new and old 

requirements. In the end, it contributes significantly to project success by saving project costs, time, and other resources.  

To measure the similarity between requirements in ReSim, we have used recently developed hybrid methodology 

[28] to measure similarity of software requirements. Our similarity measurement process consists of four different 

techniques such as Dice, Jaccard, cosine coefficient, and semantic-based hybrid approaches.  With the help of these four 

different similarity measurement techniques, we have performed a comparative study to determine how efficient it is to 

measure requirements similarity [55].  

Two samples of different requirements were taken in order to perform this experiment.  There were 50 

requirements in each sample.  Both samples were taken from PURE (public requirements dataset) - a collection of 79 

publicly available documents [55,62] describing natural language requirements obtained from the Internet. In this 

dataset, 34,268 sentences are included, and the dataset can be used to perform natural language processing tasks typical 

in requirements engineering, such as model synthesis, abstraction detection, and document structure analysis. Further 

annotations can make it work as a benchmark for many other tasks, including ambiguity detection, requirements 
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categorization, and identification of equivalent requirements. A random sample of 50 requirements was chosen from the 

PURE dataset [55,62]. A matching exercise was done between every requirement of one sample and every requirement 

of the other sample, so 2500 measurements were conducted in total [55]. 

 

 

Fig. 7. Comparison of the semantic-based hybrid approach with other approaches with Pearson’s correlation coefficient 

A similarity measurement was performed on all words in each requirement. Table 2 shows a sample of data from 

these measures. In Figure 8 and 12, you can see a graphic representation of all four types of similarity measurements 

calculated for all requisites.  Only results with a similarity matching greater than zero are considered in the graph. Out 

of 2500 similarities, there are 2227 when the value of matching exceeds zero.  The resultant values were set in 

ascending order based on the similarity value before drawing the graph. 

As a result, the Dice similarity measurement coefficient is greater than its Jaccard counterpart by 95.58 %. In 

comparison to Cosine and Jaccard, Cosine measures similarity better than Jaccard by over 96.66%. The value of Cosine 

is always greater than value of Dice measurement. In comparison to recently developed hybrid method and Cosine, 

hybrid method is 98.42% greater than Cosine. Only a few abnormal results (less than 1%) show that Jaccard's values are 

very high when measured against dice and cosine.  Almost all other records seem to be normal.  From these results, we 

can conclude that hybrid method like similarity measurements are more accurate than Dice, Jaccard, and Cosine, while 

Cosine is a better choice than Dice, and Jaccard is more accurate than Dice [55]. Linear regression model for Dice, 

Jaccard and Cosine similarity measurement against recently developed hybrid method are shown in the figure 9, 10 and 

11. 

 

Fig. 8. Comparison of the number of requirements versus their similarity measurements using different similarity measurement approaches. 
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Fig. 9. Linear regression model - Dice CF against Hybrid Method CF  

 

Fig. 10. Linear regression model - Jaccard CF against Hybrid Method CF 

 

 

Fig. 11. Linear regression model - Cosine CF against Hybrid Method CF 
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Table 2. Similarity Measurement Data [55, 62] 

# Req1 

ID 

Req2 

ID 

Req1 

WD 

Req2 WD SIMIL 

WD 

Total 

WD 

Dice CF 

[54,55] 

Jaccard 

CF 

[54, 64, 

65] 

Cosine 

CF 

[54, 63] 

Semantic-based 

Hybrid Method 

CF 

1 42 9 39 46 61 85 0.83 0.89 0.81 0.84 

2 34 13 29 43 60 72 0.88 0.90 0.85 0.88 

3 42 30 39 42 59 81 0.82 0.86 0.79 0.82 

4 42 13 39 43 58 82 0.83 0.84 0.80 0.83 

5 34 30 29 42 58 71 0.86 0.91 0.88 0.91 

6 34 9 29 46 57 75 0.78 0.89 0.81 0.84 

7 34 12 29 37 51 66 0.80 0.88 0.90 0.93 

8 42 12 39 37 49 76 0.78 0.81 0.88 0.91 

9 34 19 29 33 42 62 0.77 0.84 0.87 0.90 

10 44 9 13 46 42 59 0.77 0.77 0.84 0.87 

11 44 13 13 43 41 56 0.79 0.79 0.83 0.86 

12 34 18 29 37 40 66 0.76 0.80 0.82 0.85 

13 44 30 13 42 39 55 0.80 0.83 0.85 0.88 

14 34 25 29 32 37 61 0.72 0.79 0.81 0.84 

15 42 19 39 33 36 72 0.68 0.71 0.73 0.76 

16 34 33 29 28 35 57 0.74 0.81 0.76 0.79 

17 44 12 13 37 35 50 0.79 0.83 0.79 0.82 

18 42 25 39 32 34 71 0.96 0.92 0.94 0.95 

19 42 40 39 31 34 70 0.97 0.94 0.95 0.96 

20 42 33 39 28 34 67 0.87 0.89 0.90 0.94 

21 23 13 11 43 34 54 0.84 0.87 0.88 0.90 

22 28 13 11 43 34 54 0.81 0.82 0.84 0.86 

23 42 20 39 32 33 71 0.93 0.87 0.93 0.95 

24 31 13 26 43 33 69 0.96 0.89 0.91 0.93 

25 42 18 39 37 32 76 0.84 0.73 0.84 0.86 

26 34 20 29 32 32 61 0.81 0.83 0.82 0.84 

27 2 13 16 43 32 59 0.79 0.82 0.84 0.86 

28 38 30 17 42 32 59 0.78 0.88 0.85 0.87 

29 34 40 29 31 31 60 0.84 0.85 0.85 0.87 

30 38 13 17 43 31 60 0.79 0.82 0.86 0.88 

31 34 45 29 43 30 72 0.83 0.71 0.85 0.87 

32 31 30 26 42 30 68 0.88 0.79 0.91 0.93 

33 38 9 17 46 30 63 0.95 0.91 0.93 0.95 

34 23 30 11 42 30 53 0.93 0.94 0.94 0.96 

35 28 30 11 42 30 53 0.91 0.88 0.93 0.96 

36 31 9 26 46 29 72 0.81 0.67 0.84 0.87 

37 2 9 16 46 29 62 0.94 0.88 0.92 0.93 

38 2 30 16 42 29 58 0.84 0.85 0.88 0.91 

39 23 9 11 46 29 57 0.92 0.89 0.94 0.95 

40 28 9 11 46 29 57 0.88 0.87 0.92 0.94 
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Fig. 12. Comparison of Hybrid Method CF vs. Dice and Jaccard and Cosine CF using number of requirements 

7.  Conclusion and Future Work 

The main objective of this paper is to propose a framework "ReSim". ReSim measures similarity between 

requirements by simply comparing textual requirements received from stakeholders and the requirements of the running 

project (or software) with those from previously completed projects. In this study, a recently developed hybrid 

methodology [12] to assess similarity between requirements. 

A hybrid methodology recently developed by Farooq [12] used to analyze the similarity of requirements written by 

the same person (or group). A requirement written in natural language could also vary in style and word selection from 

person to person, so this may also affect similarity measurements.  Ontology’s and synonyms are another important 

direction for research. Various words in natural languages have the same meaning and might be used in conjunction with 

one another.  

Thus, if two requirements are written with different synonyms but have the same meaning and scope, and then there 

should be a high probability of similarity matching between them. 

When tested on the PURE dataset [55, 62], ReSim was found to outperform the existing approaches, giving the 

best results both for functional and non-functional requirements. 

In the future, we will extend this work by presenting in detail all phases of the framework's implementation, in 

addition to continuing to study similarity measurements in user queries and results. ReSim allows us to build an 

interactive system for measuring the semantic similarity between a new incoming project and the completed projects in 

the repository, so that we can identify the components that can be reused. The reusability phase will also be addressed 

and traceability techniques will be implemented to identify the components to be used again. Instead of building each 

reusable component from scratch, we can customize them to save effort and time. This proposed system will be 

integrated with the Reusability Module to provide a comprehensive system for measuring the similarity of requirements 

components and for facilitating reusability of software. The framework will test on a bigger number of projects; also, it 

will be tested with some real life projects. 
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