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Abstract: OAuth 2.0 provides an open secure protocol for authorizing users across the web. However, many modalities of this standard allow these protections to be implemented optionally. Thus, its use does not guarantee security by itself and some of the deployment options in the OAuth 2.0 specification can lead to incorrect settings. FIWARE is an open platform for developing Internet applications of the future. It is the result of the international entity Future Internet Public-Private Partnership. [1,2] FIWARE was designed to provide a broad set of API to stimulate the development of new businesses in the context of the European Union. This platform can be understood as a modular structure to reach a broad spectrum of applications such as IoT, big data, smart device management, security, open data, and virtualization, among others. Regarding security, the exchange of messages between its components is done through the OAuth 2.0 protocol. The objective of the present work is to create a system that allows the detection and analysis of vulnerabilities of OAuth 2.0, executed on HTTP/HTTPS in an on-premise development environment focused on the management of IoT devices and to help developers to implement them ensuring security for these environments. Through the system proposed by this paper, it was possible to find vulnerabilities in FIWARE components in HTTP/HTTPS environments. With this evidence, mitigations were proposed based on the mandatory recommendations by the IETF.

Index Terms: Internet of Things (IoT), Smart Environments, FIWARE, OAuth 2.0, HTTP, HTTPS.
1. Introduction

A smart environment is a set of sensors working together to execute actions which make the life more productive, efficient and comfortable [3]. These are environments directly linked to the concepts of Internet of Things (IoT). Examples of smart environments include the smart cities, smart event monitoring, smart home/office and smart healthcare, among others [4].

In IoT architectures embedded within smart environments, it is not easy to achieve standardization due to the different types of applications and devices [4]. It is often necessary to use a middleware, which can be used to connect and manage all these heterogeneous components in a secure way [3, 5, 6]. In this scenario, an Application Programming Interface (API) plays a fundamental role in abstracting and providing integration between components [7]. API are computing interfaces offered to developers to access functions that facilitate the implementation of software and services, sharing code and enabling software reuse [8, 9].

There are examples in the literature that show the secure integration of smart IoT environments via API [10–12]. Also, there are some platforms in the literature that provide intelligent environments for the implementation of applications, such as Kaa [13], SOFIA [14], Snap4City [15] and CRYSTAL [14] that show integration with IoT environments. Among these, the FIWARE platform is a highlight, due to its ease of integration with API, compatibility with several applications and security resources [16, 17].

FIWARE is an open platform for developing Internet of the Future applications [1, 2] which uses a modular structure to reach a broad spectrum of applications such as IoT, big data, smart devices management, security, open data and virtualization, and others. It has a catalog of modules known as Generic Enablers (GE), selected by developers based on application needs [18, 19].

In an intelligent IoT environment, it is quite common for devices to be constrained, with few resources and dependent on compact power and network infrastructures [20, 21]. Therefore, despite having their own resources, in general, the devices take advantage of security features of the protocols they use, such as DTLS [22, 23], IPSEC [20, 24] and OAuth 2.0 [25, 26]. The advantage of this type of procedure is that the security built into the protocols is standardized and constantly updated. The disadvantage is that, as they are transparent to users, any vulnerabilities in these security features go unnoticed and can cause harm [27, 28]. An aggravating factor of this problem is that many smart environments are in constant development and often do not have all security controls enabled at the maximum level, precisely to ensure integration, performance and energy savings [29, 24]. Since they are development-oriented sites, essential security requirements, such as trustworthy [14], privacy [29], anomaly detection [24, 30], confidentiality and authentication [21], are often not met in these smart environments. All these facts motivated the application of this proposal in these scenarios.

Regarding security, FIWARE [31, 16, 2, 19] currently comprises three GE (Keyrock, PEP Proxy Wilma, and AuthZForce) that have the role of offering identification, authentication, and authorization services. The exchange of messages between these GE is based on the OAuth 2.0 framework, a delegation protocol, a means of ensuring that someone who controls a resource allows a software application to access that resource on their behalf [32, 33].

Although OAuth 2.0 is a framework focused on security, its use does not guarantee security by itself. If OAuth 2.0 is not correctly implemented, this causes critical vulnerabilities in applications, which in turn negatively impact companies [3, 25]. In a formal security analysis of OAuth 2.0, the work of [27] reveals some vulnerabilities such as 307 Redirect and AS Mix-Up. Both can be applied in HTTP environments, the latter also covering HTTPS. Another example is the Cross-Site Request Forgery (CSRF) vulnerabilities. The OAuth 2.0 standard emphasizes the danger of these vulnerabilities and notes that both the client and the server must implement protection against this type of threat [32, 33]. Unfortunately, many implementations of this protocol do not meet these specific warnings, leaving it as a suggestion to the developer. Although there are other vulnerabilities associated with OAuth 2.0, this paper seeks to precisely analyze and mitigate the action of these three cited threats (CSRF, AS Mix-Up, and 307 Redirect). The choice of their analysis is due to the scarcity of practical work on them, especially in smart environments – all three vulnerabilities occur in these environments. For example, the work of [34] performs a CSRF analysis, but it does not happen in a smart environment.

FIWARE has been widely used and provides authentication and authorization mechanisms within the proposed context, using OAuth 2.0 to enforce data access control. Some references [16, 2, 17, 21] highlight the importance of using the FIWARE GE related to security but do not explore the vulnerabilities arising from the poor implementation of OAuth 2.0.

The purpose of this paper is to create a system that allows detection and analysis of three categories of vulnerabilities in solutions that use OAuth 2.0 (CSRF, AS Mix-Up, and 307 Redirect), running over HTTP/HTTPS in an on-premise development environment, focused on managing IoT devices. As a secondary objective, it is intended to create an alerting system for found vulnerabilities.

2. Background

This section presents the main concepts to support and conceptualize this paper.

2.1. OAuth 2.0

OAuth 2.0 is a protocol created to solve the user’s problem of passing their credentials to another application. In
other words, it was created to facilitate the development of applications that access data in other applications so that a common user can use the delegation of access. The OAuth 2.0 protocol standardizes how to obtain a token of access transparently for the user without managing the access tokens [32, 33].

There are four main actors in an OAuth 2.0 system: (1) clients; (2) resource owners; (3) Authorization Servers (AS); and (4) resource servers. OAuth 2.0 specifies multiple grant types for different use cases and a framework for creating new grant types. The most common grant types are authorization code grant, implicit grant, resource owner password credentials grant, and client credentials grant. The authorization code grant, detailed in Fig. 1, shows that when the user authorizes a client to access their data on a Resource Server, the client first redirects the user’s browser to the AS. The user authenticates to the AS, providing the login data, and then is directed back to the client with an AS-generated authorization code. After obtaining this code, the client accesses the AS endpoint responsible for generating the token and receives one token to be used as a credential to access user data in RS.

Fig. 1. OAuth 2.0 authorization code grant

2.2. FIWARE

FIWARE is a platform that composes a framework of open-source components that can be assembled among themselves or with third-party platform components to accelerate the development of intelligent solutions [35]. Fig. 2 shows the interaction among some components of a FIWARE architecture based on the components used by the architecture proposed by this paper.

Component (1) is an Identity Manager (IdM) called Keyrock (GE) [26]. Using Keyrock, in conjunction with other security components such as Policy Enforcement Point (PEP) and Policy Decision Point (PDP), allows you to add OAuth 2.0-based authentication and authorization to your services and applications. Keyrock is essentially an AS OAuth 2.0 and supports authorization and authentication for the entire platform and client applications in the FIWARE infrastructure.

Component (2) is a Policy Enforcement Point (PEP) called Wilma (GE) [36]. Whenever a user tries to gain access to the resource behind the PEP proxy, the PEP Wilma describes the user attributes for PDP Keyrock to request a security decision and enforce a decision (allow or deny).

Component (3) of the architecture is a Context Broker (GE) called Orion. This is the central and mandatory component of FIWARE. It allows you to manage context information in a highly decentralized and large-scaled way. Orion Context Broker implements Publish/Subscribe Context Broker (GE), providing an interface Next Generation Service Interfaces (NGSI).

Component (4) of the architecture represents an IoT Agent (GE) called Backend Device Management (IDAS) (GE), which facilitates the interface with the Internet of Things (IoT), robots, and third-party systems to collect valuable context information or trigger actions in response to context updates.
The OAuth 2.0 protocol has some documents with security considerations, like RFC 6819, 6749, and 8252 [32, 33, 37]. In addition to the reasons mentioned in the Introduction section, the choice of the analyzed vulnerabilities followed the following criteria: (1) CSRF is one of the most common attacks on the Internet and is also listed in the OWASP Top Ten [38]; and (2) as the work of [27] points out, the AS Mix-Up and 307 Redirect vulnerabilities are relatively recent, and many systems are still vulnerable to their effects. Next, are detailed the functioning of the three vulnerabilities/attacks and their possible mitigation schemes.

- **CSRF**: this attack happens in the context of continuous interaction between a web browser and a destination site. The attack involves a malicious website that uses the target browser to initiate an attacker’s choice request to the target website. This can cause the destination site to perform actions without the user’s participation [32, 33]. In particular, if the target user is currently connected to the site, the web browser sends cookies for the user containing a token authentication and the attacker’s request. This way, the website processes the malicious request initiated by the user. [24, 32, 33] recommend that the client and the AS should use the parameter state in their requests to mitigate this attack.

- **AS Mix-Up**: in this attack, the attacker confuses the client about which AS the user chose to acquire an authentication code or token at the beginning of the authorization process. Then, that can be used to impersonate the user or access the user’s data. This attack happens to OAuth 2.0 authorization code grant and OAuth 2.0 implicit grant type. To carry out the attack, the attacker manipulates the user’s first request in such a way that the client thinks the user wants to use an identity managed by an attacker’s AS (A-AS), while the user wants to use his identity managed by an honest AS (H-AS). As a result, the client sends the authorization code or the access token issued by the H-AS to the attacker. The attacker can then use this information to log in to the client with the user’s identity or access the protected resources on the H-RS associated with the H-AS. To mitigate this vulnerability, an Internet Engineering Task Force (IETF) [39] was created that specifies precisely how an AS can (and should) include its issuer identifier (parameter iss) in the authorization response. The AS must add a parameter to identify the issuing AS (iss) in the responses, and clients must extract the value of this parameter from the responses if it is present. Clients must also compare the extracted and URL-decoded value with the authorization server’s issuer identifier where the authorization request was sent [40].

- **307 Redirect**: in this attack, the attacker (running a client) discovers the user’s credentials when he logs in to an AS that uses the wrong HTTP redirect status code [27]. In RFC 6749 and 8252 [32, 33], the HTTP status code 302 is used for this purpose, but any other method is allowed. However, when HTTP status code 307 is used for redirection, the user’s agent sends the form data (user credentials) via HTTP POST to the client, as this status code does not require the user’s agent to rewrite the POST request into a GET request (discarding the form data in the body of the POST request). This way, if the relying party is malicious, it can use the credentials to impersonate the user in the AS. To mitigate this problem, HTTP status code 303 [39] should be used.
2.4. Related Works

This subsection analyzes some works that address issues related to the implementation of OAuth 2.0 and its vulnerabilities in environments that use the HTTP/HTTPS protocol in different scenarios.

The work of [27] shows that OAuth 2.0 is a widely deployed authorization protocol and serves as the basis for OpenID Connect. OpenID Connect behaves as an authentication layer and allows clients to verify user identity based on an Authorization Server (AS), in addition to providing an essential structure for obtaining user profile data. This work is based on abstract models, and the authors focus mainly on the analysis of specifications. In this way, refined implementation details are ignored. Leaving out of scope the analysis regarding security issues caused by practical implementation failures. Another issue is that, in general, developers are unaccustomed to use formal modeling concepts at work.

Work [25] shows the use of OAuth 2.0 by many applications aimed at FinTechs for authorization purposes. It shows that some of the developments do not correctly implement the OAuth 2.0 specifications. This creates critical vulnerabilities that end up having negative impacts on the companies. The authors focus on OAuth 2.0 implementation vulnerabilities made by developers. Developers often misinterpret the requirements needed for secure implementation. However, these vulnerabilities are common, and the authors show the possible flows where these are found but do not propose a test scenario with real or fictitious data.

The authors of the paper [34] shows that OAuth 2.0 provides an open framework for authorizing users on the web, and the standard enumerates mandatory security protections for various attacks. However, many modalities of this standard allow these protections to be implemented optionally. They analyzed the extent to which a particularly dangerous vulnerability such as CSRF exists in real-world deployments. The authors scanned an average of 10,000 domains. They found that 25% of the sites using OAuth 2.0 are suspected to be vulnerable to CSRF attacks. In this same work, the authors analyzed CSRF attacks in various domains, discovered and reported attacks in OAuth 2.0 implementations, however, they did not delve into other types of known vulnerabilities in OAuth 2.0, like AS Mix-Up Attack. Another limitation of the work [34] is that the authors did not address the weaknesses found in smart environments, such as the FIWARE environment.

In [41] the authors shows the importance of OAuth 2.0 security. This subject has been analyzed theoretically, using formal methods and practically looking at OAuth 2.0 implementations. Considering that OAuth 2.0 is widely adopted by Identity Providers (IdPs) around the world, the work of [41] covers only a few points of real-world OAuth 2.0 implementations that are potentially vulnerable to attacks from Partial Redirection URI Manipulation (PRURIM) and do not look at smart solutions nor for other OAuth 2.0 vulnerability types such as AS Mix-Up Attack.

The increasing visibility of OAuth 2.0-related vulnerabilities and its large-scale real-world implementations motivate the authors’ work [42]. They argue that many studies rely on manual analysis to discover new vulnerabilities in OAuth 2.0 implementations or run automated tests for a limited set of specific and previously known vulnerabilities.

The work of [16] reports a study to discover the feasibility and suitability of the FIWARE platform for smart cities. This study is conducted in stages and generates a permission system using FIWARE’s built-in security mechanism in its implementation. Security is a key issue in Smart cities applications, so it is an eliminatory criterion if it cannot be met. However, the author stated that in his work that no performance or load tests were performed. In addition, it also did not provide a method that allows the analysis and detection of OAuth 2.0 vulnerabilities. Another limitation of the work is that the authors did not work with the HTTP protocol.

The work of [17] shows that Secure Electronic Identification (eID) is one of the main enablers of data protection, privacy, and online fraud prevention, especially in new application areas such as smart cities, where embedding real identities into trusted infrastructures has enormous potential. However, the authors admitted that the proposed model could be improved by supporting compatibility with other known standards, such as OpenID Connect. Also, integrating clients that support JSON Web Token (JWT) or other authentication standards can be very useful. Another limitation of the work is that the authors did not work with the HTTPS protocol.

Table 1 compares the various proposals that serve as the basis for this paper to clarify the contribution offered.

<table>
<thead>
<tr>
<th>Papers</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
<th>G</th>
</tr>
</thead>
<tbody>
<tr>
<td>Felt et al. (2016)</td>
<td>No</td>
<td>1</td>
<td>Client, AS and RS</td>
<td>Formal</td>
<td>2</td>
<td>Yes</td>
<td>HTTP/HTTPS</td>
</tr>
<tr>
<td>Gocher e Bahiyar (2019)</td>
<td>No</td>
<td>2</td>
<td>AS, Client</td>
<td>Formal</td>
<td>2</td>
<td>No</td>
<td>HTTP/HTTPS</td>
</tr>
<tr>
<td>Sherman et al. (2013)</td>
<td>No</td>
<td>1</td>
<td>AS, Client</td>
<td>Practice</td>
<td>2</td>
<td>Yes</td>
<td>HTTP/HTTPS</td>
</tr>
<tr>
<td>Li et al. (2018)</td>
<td>No</td>
<td>1</td>
<td>Client, AS and RS</td>
<td>Formal</td>
<td>2</td>
<td>Yes</td>
<td>HTTP/HTTPS</td>
</tr>
<tr>
<td>Ronghai et al. (2016)</td>
<td>No</td>
<td>1</td>
<td>AS, Client</td>
<td>Practice</td>
<td>2</td>
<td>Yes</td>
<td>HTTP/HTTPS</td>
</tr>
<tr>
<td>Salhofer (2018)</td>
<td>Yes</td>
<td>-</td>
<td>AS, Client</td>
<td>Practice</td>
<td>1</td>
<td>No</td>
<td>HTTP</td>
</tr>
<tr>
<td>Alonso et al. (2019)</td>
<td>Yes</td>
<td>-</td>
<td>AS, Client</td>
<td>Practice</td>
<td>1</td>
<td>No</td>
<td>HTTP</td>
</tr>
<tr>
<td>This paper</td>
<td>Yes</td>
<td>2</td>
<td>Client, AS and RS</td>
<td>Practice</td>
<td>1</td>
<td>Yes</td>
<td>HTTP/HTTPS</td>
</tr>
</tbody>
</table>

Table 1 criteria:
Vulnerability Detection in Intelligent Environments Authenticated by the OAuth 2.0 Protocol over HTTP/HTTPS

- Uses smart environments: the first point to be analyzed is the environment in which the work is implemented, in this case, intelligent environments are used, enabled by IoT components or other environments.
- Focus of OAuth 2.0 Vulnerability Analyzes: the works compared bring two possible focuses of the analysis of vulnerabilities in OAuth 2.0: (1) specification, an analysis made based on the protocol documentation; and (2) implementation, based on the details of the developer’s implementation, where fine details can be ignored.
- Focus on Vulnerable OAuth 2.0 components (Client; AS; RS): each component composes the OAuth 2.0 protocol is susceptible to vulnerabilities. This topic looks at which components the related works focused their analysis on.
- Analysis methodology: the methodology is an essential point for the analysis. Formal analysis is very efficient and capable of finding unknown vulnerabilities. However, practical analysis is closer to implementation and can analyze fine details that the developer often overlooks.
- Data (Simulation; Real): data can be real or simulated. Some works use real data in their analysis and get real-world answers. In an environment with simulated data, it is possible to assess the poor implementation of the protocol and assess potential problems beforehand. This paper uses an environment with simulated data, generated from a component (Simulator) of the proposed architecture, to show developers possible gaps that may occur if they forget some detail in the implementation.
- Method for analyzing and detecting OAuth 2.0 vulnerabilities: Not all related works have proposed a method for analyzing and detecting OAuth 2.0 vulnerabilities. In this context, a method can assess possible vulnerabilities in architecture through a system or framework. Through a method, it is possible to anticipate possible unsafe implementations.
- Communication protocol (HTTP; HTTPS): some works did not use the HTTPS protocol in their research. The works that used smart environments only did their analysis in unsecured HTTP environments. This point is crucial as many OAuth 2.0 vulnerabilities are addressed when HTTPS is used. Thus, as performed in our proposal, an analysis of exposure that affects HTTPS grows in importance and can be instrumental in generalizing to other environments. Among the differentials of our proposal concerning related works is the analysis of OAuth 2.0 vulnerabilities (CSRF, AS Mix-Up, and 307 Redirect) with HTTP and HTTPS communication protocols in a smart environment composed of FIWARE components.

3. Conceptual Architecture of the Proposed System

This paper proposes to create a system for detecting and analyzing three categories of OAuth 2.0 vulnerabilities, running over the HTTP/HTTPS protocol in an on-premise development environment focused on managing smart environments. Fig. 3 illustrates the proposed system development.

![Fig. 3. Conceptual architecture of the proposed system](image-url)
Phase 1 is responsible for generating mass for future or real-time collection and analysis of results. It is possible to create trusted and vulnerable clients for analysis. At Phase 2, a test environment is created consisting of components responsible for generating data for analysis and conclusions. Phase 3 is responsible for the collection and analysis of data from the experiment.

3.1. Architectural Structure

For validation of the proposed scenarios, two architectures were created to test different scenarios. The communication of the first architecture is based on the HTTP protocol. Here you can test the OAuth 2.0 flow Authorization Code and simulate the vulnerabilities presented in this paper: CSRF, 307 Redirect Attack e AS Mix-Up.

The communication of the second architecture is based on the HTTPS protocol. In this architecture, it is possible to show that, even in an end-to-end protected communication environment, it is possible to simulate the AS Mix-Up vulnerability when the OAuth 2.0 implementation does not follow the mandatory recommendations by the IETF [39].

These two architectures allow two types of executions: (1) synchronous and (2) asynchronous mode. In synchronous mode an user can check the requests and responses executed by a specific flow. In this mode, the system allows the user to choose which stream to analyze: a normal OAuth 2.0 stream, a malicious AS Mix-Up stream or a CSRF attack. In asynchronous mode, the system randomly applies, every 10 seconds, one of two vulnerabilities (AS Mix-Up or CSRF) in a normal OAuth 2.0 stream. It is a way of testing the accuracy of the system in detecting vulnerabilities, since the user is not sure if the stream being sent is normal, AS Mix-Up or CSRF.

To create a virtualized network we use the Docker platform, the Java programming language and the Spring Boot framework to implement the system components.

The HTTP architecture is split into two networks as shown in Fig. 4: (1.a) local network where the OAuth Manager component is installed, and (1.b) Docker network that contains the components participating in the test simulation.

![Fig.4. HTTP experiment architecture](image)

The Docker network used in this application is composed of the following components:

- **Keyrock**: an AS implementation for FIWARE, created in node.js. Its image is available on DockerHub. It has a dependency on a relational database, in this case, MySQL, responsible for keeping all the necessary data to guarantee the authentication and authorization of registered users.
- **Client**: a Java Spring Boot application capable of simulating an OAuth 2.0 client, that is, it is responsible for maintaining a connection with a previously registered AS.
- **AS Vulnerable**: this component plays the role of an AS with some vulnerabilities (CSRF, AS Mix-Up, and 307 Redirect) analyzed in this paper.
- **TCPDump**: sniffer responsible for collecting all interaction between components within the Docker network.
- **OAuth Manager**: The only local network component. It is responsible for all the configuration logic, analysis, and data capture. During analysis, data is available in real-time for viewing through a control panel which points out possible vulnerabilities and how to mitigate them (Fig. 5).
As shown in Fig. 6, the architecture of the HTTPS experiment is divided into two networks: (1.a) local network where the OAuth Manager component is installed, and (1.b) Docker network that contains the components participating in the test simulation.

The local network is the same as used in the HTTP architecture. However, in the network created in Docker, all participants talk through the HTTPS protocol. The Docker network created for this application is composed of the following components:

- Vulnerable Client and AS using HTTPS: a Java Spring Boot application capable of simulating an OAuth 2.0 client and AS.
- FIWARE Lab: has the client registration for testing. In this experiment, the client and the AS are kept in the same application. However, they talk through secure endpoints using the HTTPS protocol. To ensure end-to-end security, HTTPS support is enabled in the application. For this, the key tool from JAVA is to generate a self-signed certificate in PKCS12 format.

3.2. Test Scenario Results

The purpose of the proposed application is to detect and analyze three categories of vulnerabilities (CSRF, AS Mix-Up, and 307 Redirect) in solutions that use OAuth 2.0 and run HTTP/HTTPS in an on-premise development environment focused on managing IoT devices. At this moment, all tests are done synchronously using the proposed system. It is important to plot percentages that indicate how vulnerable systems are to the attacks discussed in this paper. This allows the prioritization of security controls according to the environment used.
The work of [34] has tested 5.6 million URLs and has shown that 25% of them (1.4 million) were vulnerable to the CSRF attack. Within this set of affected sites, the authors identified that 20% (280,000) of these vulnerable addresses were connected to a Facebook API, demonstrating the extent that this flaw can reach. The data raised by [34] also showed, in an additional analysis with 180 vulnerable URLs, that 81% of them used the HTTPS protocol. More recent studies, such as [42] in 2016, identified 61% (405) of sites vulnerable to CSRF (among the top 500 Chinese and American sites), while the survey carried out by [41] presented a percentage of 39% for this same threat.

According [41], analysis of the 1,000 top-ranked websites showed 137 supporting Google sign-in, with 15% (21) of them vulnerable to Mix-up attack.

Finally, the work of [43] showed that within a set of shortened URLs, 84% of them responded with 30X redirection codes, while in URL shortening services this percentage has achieved 20%.

Table 2 shows the scenarios of experiments, results of synchronous tests, and vulnerability percentages.

<table>
<thead>
<tr>
<th>ID Test scenario</th>
<th>User</th>
<th>Authorization Server</th>
<th>Attack</th>
<th>Communication Protocol</th>
<th>Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>#1</td>
<td>Alice</td>
<td>AS Vulnerável</td>
<td>CSRF</td>
<td>HTTP</td>
<td>Vulnerable</td>
</tr>
<tr>
<td>#2</td>
<td>Charlie</td>
<td>Keyrock</td>
<td>CSRF</td>
<td>HTTP</td>
<td>Not Vulnerable</td>
</tr>
<tr>
<td>#3</td>
<td>Gil</td>
<td>FIWARE Lab</td>
<td>CSRF</td>
<td>HTTPS</td>
<td>Vulnerable</td>
</tr>
<tr>
<td>#4</td>
<td>Alice</td>
<td>AS Vulnerável</td>
<td>AS Mix-UP</td>
<td>HTTPS</td>
<td>Vulnerable</td>
</tr>
<tr>
<td>#5</td>
<td>Bob</td>
<td>Keyrock</td>
<td>AS Mix-UP</td>
<td>HTTP</td>
<td>Vulnerable</td>
</tr>
<tr>
<td>#6</td>
<td>Gil</td>
<td>FIWARE Lab</td>
<td>AS Mix-UP</td>
<td>HTTPS</td>
<td>Vulnerable</td>
</tr>
<tr>
<td>#7</td>
<td>Alice</td>
<td>AS Vulnerável</td>
<td>307 Redirect</td>
<td>HTTP</td>
<td>Vulnerable</td>
</tr>
<tr>
<td>#8</td>
<td>Charlie</td>
<td>Keyrock</td>
<td>307 Redirect</td>
<td>HTTP</td>
<td>Not Vulnerable</td>
</tr>
<tr>
<td>#9</td>
<td>Gil</td>
<td>FIWARE Lab</td>
<td>307 Redirect</td>
<td>HTTPS</td>
<td>Not Vulnerable</td>
</tr>
</tbody>
</table>

CSRF: vulnerability between 25% - 61% of sites [34, 41, 42]
As Mix-UP: 15% vulnerability [41]
30X redirect: 84% vulnerability in shortened URL and 20% in shortened services [43]

All scenarios are executed sequentially. The last column (Results) of Table 2 has a binary proposal and considers the difficulty of exploiting the threat in two ways: (1) "Vulnerability" means that the system is entirely flawed; while (2) "Not vulnerable" means that the system is 100% safe.

The system proposed in this paper works through the control panel (Fig. 5), which allows the choice and execution of the specific OAuth 2.0 flow and the step-by-step analysis of the Authorization Code Grant. For analysis purposes, nine test scenarios were run involving three users, three AS, three vulnerability categories, and two different environments: HTTP e HTTPS. The execution of the first three scenarios represents the attack with the vulnerability.

In scenario #1, the user Alice chooses the Vulnerable AS to obtain the access token through the HTTP protocol. This AS is not prepared for a CSRF attack, so the vulnerability is found in this scenario.

In scenario #2, user Charlie chooses Keyrock to get the access token via HTTP protocol. The test detects that this AS is prepared for a CSRF attack and does not return the authorization code when the client does not inform the state parameter in the redirect URL.

In scenario #3, user Gil chooses FIWARE Lab to obtain the access token through HTTPS protocol. This AS is not prepared for a CSRF attack. Therefore, the finding is that this is a vulnerable scenario. In these first three scenarios, it is clear that the system works and indicates that Keyrock is prepared for this vulnerability category. On the other hand, vulnerable AS and FIWARE Lab are prone to CSRF attacks. The attack on Vulnerable AS was already expected (since it was created for that). In FIWARE Lab, the vulnerability returns the authorization code even when the client does not inform the state parameter in the redirect URL.

The following three scenarios run for the attack on the AS Mix-Up vulnerability. In scenario #4, the user Alice chooses the Vulnerable AS to obtain the access token through the HTTP protocol. This AS is not prepared for an AS Mix-Up attack, so this scenario is vulnerable.

In scenario #5, user Bob chooses Keyrock to get the access token through the HTTP protocol. As this AS is not prepared for an AS Mix-Up attack, the scenario is marked as vulnerable.

In scenario #6, user Gil chooses FIWARE Lab to obtain the access token through HTTPS protocol. This AS is not prepared for an AS Mix-Up attack, so this scenario is also vulnerable.

Note that vulnerabilities are found in scenarios #4, #5, and #6 that perform the AS Mix-Up attack. Susceptibility to Vulnerable AS was expected because this AS was created without this protection. Keyrock and FIWARE Lab Authorization Servers have shown that they are vulnerable to this attack as they do not implement the necessary precautions. Following the recommendations [21], they should include their respective issuer identifiers (parameter iss) in the authorization response, and clients should extract the value of this parameter from the responses when it is present. With this measure, the client guarantees that it makes requests to the same AS that started the flow. Another important point is that in scenario #6, where FIWARE Lab is used in an end-to-end HTTPS network, even if the data travels in a
secure environment, the flow is prone to vulnerability if the recommendations are not followed.

The last three scenarios run for the 307 Redirect vulnerability attack. In scenario #7, the user Alice chooses the Vulnerable AS to obtain the access token through the HTTP protocol. This AS is not prepared for a 307 Redirect attack and is marked as vulnerable.

In scenario #8, user Charlie chooses Keyrock to get the access token via HTTP protocol. The test detects that this AS is prepared for a 307 Redirect attack and does not return HTTP code 307 in redirect URLs.

In scenario #9, user Gil chooses FIWARE Lab to obtain the access token through HTTPS protocol. The test detects that this AS is prepared for a 307 Redirect attack and does not return HTTP code 307 in redirect URLs.

In the last three scenarios, it turns out that the only AS that is prone to the 307 Redirect attack is the Vulnerable AS (created for this). Both Keyrock and FIWARE Lab are prepared for this vulnerability category and do not return HTTP 307 code in their redirect URL. After running the synchronous tests, it was possible to identify that CSRF and AS Mix-Up vulnerabilities occur even in an environment that transfers its data in a secure protocol with end-to-end security such as HTTPS.

The proposed system also alerts about the vulnerabilities found in the HTTP architecture in real-time. The scenario is executed asynchronously, for this, the system proposed in this paper is used through the Control Panel, and the chosen execution option is Analyze Network Traffic. In this run, it is possible to analyze network traffic in real-time to find potential vulnerabilities. Data capture only covers the components present in the HTTP architecture. The proposed system does not capture all HTTPS architecture data. In fact, the system captures data within a Docker environment. As FIWARE Lab is an external system and is exposed on the Internet, its data is neither captured nor displayed in Analyze Network Traffic.

Table 3 shows the results of the asynchronous test. It is possible to observe the number of executed OAuth 2.0 Authorization Code Grant flows, how many of these flows suffered CSRF attacks, and how many suffered AS Mix-Up attacks.

Table 3. Asynchronous test results

<table>
<thead>
<tr>
<th>Option</th>
<th>Analyze Network Traffic</th>
</tr>
</thead>
<tbody>
<tr>
<td>Execution time</td>
<td>10 minutes</td>
</tr>
<tr>
<td>OAuth 2.0 Authorization Code Grant</td>
<td>59 no attacks</td>
</tr>
<tr>
<td>CSRF Attack</td>
<td>17 attacks</td>
</tr>
<tr>
<td>AS Mix-Up Attack</td>
<td>20 attacks</td>
</tr>
</tbody>
</table>

It is worth mentioning that the number of attacks 307 Redirect is not present in Table 3. The proposed system does not perform this attack in a parameterized way. Identification of this attack is verified in the communication URLs among the components of the architecture.

The information composed in the results is obtained from the file of log of application control. This log file makes it possible to overview everything that happened in a specific scenario delimiting the beginning and end of execution. The Control Panel makes it possible to find vulnerabilities online and offers links to possible fixes that mitigate each of the analyzed vulnerabilities. Based on the results, it is possible to understand that the proposed system, and with minor adjustments, it can be used in other environments that use OAuth 2.0.

Both synchronous and asynchronous tests proved that the proposed system is able to identify the three exploited attacks efficiently and suggest security measures with 100% effectiveness.

4. Conclusions

Based on the fact that some security implementations suggested in the OAuth 2.0 standard are optional and often fail to be implemented, in this paper we present the proposal of an application to detect and handle three specific vulnerabilities of the OAuth 2.0 protocol: CSRF, AS Mix-Up and 307 Redirect.

As a proof of concept, we chose to carry out experiments on a smart platform, focused on the use of smart devices. Since these environments are often experimental, they often lack the implementation of all recommended security measures. This is one of the differentials of the work, since few vulnerability studies of the OAuth 2.0 protocol are carried out in these smart environments. Thus, the proposed system was implemented in FIWARE, a platform aimed at the use of smart IoT devices, which has a series of ready-made APIs and a set of applications (GE) focused on security.

In addition to real-time detection of vulnerabilities, performed by analyzing real-time network traffic, the proposed system suggested ways of mitigating each threat studied in both the HTTP and HTTPS protocols. The results obtained were quite satisfactory, as the system was able to analyze, identify and treat vulnerabilities in nine different scenarios. It is worth noting that the chosen scenarios were quite comprehensive as they analyzed the effectiveness of the system at least at three different points: (1) in the AS; (2) in the client; and (3) in the RS. In 10 minutes, the real-time tests identified 96 vulnerabilities, and in all scenarios both the identification and the suggested solution worked with 100% efficiency. In fact, the result of the work was extended and identified flaws that can be committed in the FIWARE implementation, such as vulnerabilities in the Keyrock component, for example. These flaws can cause security problems when using...
OAuth 2.0, even when the HTTPS protocol is used. In addition to the intelligent environment used, another differential of the proposal, in relation to the referenced research, was the practical implementation of the experiment, whose source code is available at https://github.com/gilsonsfl/oauth-fiware.

The fact that the system analyzes only three vulnerabilities can be considered a limitation of the system and can be improved in further research.
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