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Abstract—The WWW is very dynamic in nature and is basically used for the exchange of information or data, the content of web page is added, changed or deleted continuously, which makes Web crawlers very challenging to keep refresh the page with the current version. The web page is frequently changes its content hence it becomes essential to develop an effective system which could detect these types of changes efficiently in the lowest browsing time to achieve this changes. In this chapter we compare the old web page hash value with the new web page hash value if hash value is changed that means web page content changed. The changes in web page can be detected by calculating the hash value which is unique.

Index Terms—Web Page change detection, Hash Value, Checksum, HTML.

I. INTRODUCTION

Nowadays people use internet for exchange of information across the world which results in uploading of new information on web sites very frequently. Web sites bring new and latest information in front of the user as a web page. The web is updated very frequently with new web pages that contain more relevant information to the user. Web page changes will be categorized as Structural Change i.e., addition or removal of tags, content changes. i.e. change of main content of web page, cosmetic changes e.g., changes in the font, color etc., Behavioral Change i.e., changes of script, applet etc. A client may visit a particular web site frequently and is concerned to see how every web page has changed from its previous version. For instance, a cricket lover will be concerned to know how the score is changing continually at every minute. Likewise, to locate any specific things in the web pages which change much of the time for instance one could be keen on knowing the positioning of the hit films. Here changes in the positioning relate to changes in the web page layout. Therefore this method supports to decrease the searching time of the client and permits the client to discover the things in web documents which changes regularly. Client may be involved in knowing the positioning of the hit movies. Here changes in the positioning of the movies match with changes in the design of the web page. Hence this framework assistance to decrease the searching time of the client and lets the client to locate the matters in web documents which changes regularly. Web pages content changes at very fast rate. Thus it becomes very difficult to examine the changes which are made in web pages and retrieve the original web pages at fast rate. About 60% of the contents on the Web is dynamic [1] and approx 14% of the links in search engines are broken [2]. Search engines depend on web crawlers to collect web pages and store the web pages in their local repository, and the copies of web pages are later saved to reply the related questions of user. The search engines may match these retrieved copies with their available user queries, due to limitations of resources it is not possible for web crawlers to continually observe and retrieve all web pages. This paper describes a fast HTML web page change detection approach that saves computation time among two versions of a web page by calculating hash value of both web pages. Hash value is calculated & store in database in case of web page change detection the stored hash value is compared with current hash value of web page. If hash value is different then replace the old value with new one.

The rest of this paper is organized as follows: The existing work related to our problem is presented in Section 2. Section 3 describes the classification of web page change Section 4 describes the architecture of proposed system and Section 5 concludes this paper.

II. RELATED WORK

To predict the probability of web page change detection is not a new problem and there are so many research papers [3], [4], [5], [6], [7], [8], [9]. For example,
Cho and Garcia-Molina [3] crawled approx 720,000 web documents in a day for a period of 4 months and examine how the web page changes. Ntoulas, Cho, and Olston [8] collect snapshots of approx 150 websites weekly for one year and examine web page change. The author found that most web documents did not change as per packs of words measure of comparability. Even for web documents which are changed, the change amount is minor. Recurrence of web page change was not a major indicator of the measure of web page change; however the measure of web page change was a decent indicator of the prospect measure of web page change.

The biggest examine of web page change detection was carried out by Fetterly et al. [4]. The author crawled approx. 150 million web documents in a week for eleven weeks, and analyzed the changes of web documents. Ntoulas et al. [8], they discovered a moderately little measure of page change, by approx 65% of web document sets remain closely the similar. The study also establish that previous web page change was a decent predictor of prospect change, that web document measurement was connected with age change, and the top level area of a web document was associated with change.

Olston and Panday [10] crawled approx 10,000 random Web pages and approx 10,000 web pages tested from the Open Directory for a number of months in every two days. Their examinations measured both change recurrence and data life span, and found only a reasonable association between the two.

[11] and [12] discussed how the retrieved outcomes change over time. The main aim of these studies about the understanding of the changing aspects of searching tools and the concerns modify for explore who need to revisit to formerly observed web documents. In [13], E. Leonardi and Bhowmick studied that web page change detection using ordered and unordered tree model method is not appropriate for the reason that many memories needed for keeping two different types of XML records in the memory. In this research work author use relational database for identifying content variations of ordered large XML document. Firstly it saves XML data in relational database and then identifies the variations of web pages by the use of SQL queries. This method provides the improved scalability and enhanced execution.

XMLTreeDiff [14] figures variance among XML Documents taking into account heuristic closeness. It processes the checksum values for the hubs of both the records utilizing DOM checksum [15] and after that decreases the measure of the two trees by evacuating indistinguishable sub trees.

In [16] [17] [18], different diff algorithms are clarified for identifying modifications in XML data. The algorithm in [18] is taking into account discovering and afterward taking out the similar hubs from the two XML documents that are being analyzed. The change operations are next detected from the non-matching nodes. Coordinating of hubs is taking into account looking at elements of hub substance and children (signatures) and request of event in common manner request subsequences of hubs. In [16] [17] utilize alter scripting to analyze between two web pages and convert the web documents to trees as per the XML configuration. The power of these algorithm lies in their low time-complexity, which is in the order of \(O(n\log n)\). Though, this great execution can’t be attained when looking at HTML pages as it depend on certain XML structures. Alter scripting only is not enough for attaining \(O(n\log n)\), particularly if move operations are to be considered.

In [19] convert a HTML page into a tree structure and classify node data into attributes, content and configuration. Three likeness methods are utilized to identify variations of these three types, intersect i.e., rate of words which are similar, attdist i.e., amount of the relative weight of similar attributes, and typedist i.e. measure of the location of the elements in the tree. The system hypothetically uses the Hungarian algorithm [20] for searching the most similar subtree between two web pages, but no such type of details on its uses are given. The experimental results do not discuss speed performance they only display the effects of the importance actions on finding correctness. In [21], a novel web page change detection method for static web pages was proposed which is taking into account into three heuristic-derived enhancements to the Hungarian algorithm. For the Hungarian algorithm the comparability coefficients among all hubs of each subtree in the mention page and those of each subtree in the upgraded page are calculated and set in a cost matrix. The primary advancement limits the utilization of the calculation to the subtrees having the conceivable of being the most related subtrees, the second manages the halting criteria of the calculation if the span of the upgraded subtrees page gets to be not as much as that of the subtree of the notice page by a particular issue, lastly, the third improvement stops the calculation after the similarity coefficients drop beneath a certain edge.

III. WEB PAGE CHANGE CLASSIFICATION

The changes of web pages can be classified into following four main categories [22]:

A. Structural Change
B. Content Change
C. Cosmetic Change
D. Behavioral Change

A. Structural Change

The structure of web page is change by addition or deletion of some tags. The addition or deletions of link in a web page also change the whole structure of the web page.
B. Content Change

When the main content of the web page is change then this type of change comes under content change. For example, web page created for online news site change very frequently to keep latest information from time to time. Another example can take of web page created for any match which is continuously updated as the tournament progress. When the match ends, the web page displays the information about award ceremony instead of match scores. The web page which contains the records of the players get modified according to reflect the latest records.

C. Cosmetic Change

When the HTML tag of the web page is changed without changing the content of the web page then this type of change comes under cosmetic change. The content of web page is remained.

D. Behavioral Change

When scripts, applets etc. in web page gets modified then this type of modifications comes under behavioral change. This type of codes (Script, applets etc.) is especially hidden in other files. However, it is difficult to grasp such modifications.
<html>
<head> <title> Welcome to my website</title>
</head>
<body><center>Times of India Sports 1-March-2014
<p> Afghanistan set 255-run target for B'desh</p>
<p> Suicide at metro station in Kolkata, services affected</p>
<p> Asia Cup: India need to make amends against Pak</p>
<p> Asia Cup: Sri Lanka beat India by two wickets.</p>
</center></body>
</html>

Fig. 6. Changed Version of Cosmetic Change of Web Page

IV. EXTRACTION OF WEB PAGE CHANGES BETWEEN DIFFERENT VERSIONS

HTML pages are made by markup languages which can be used to construct a document tree. For instance, the Document Object Model [23] builds a document tree for a HTML pages. The document tree of web pages brings more data than a content document and extracts more information efficiently than a text file.

On average the quantity of change on current web document is considerably lesser than the content of the web page. At the point when users add or change the content of page, it is possible that only content is included or changed whereas the web page tree structure and design of content in web pages remain comparatively fixed. Nowadays more web developers have a tendency to keep up the structure of site pages as layouts, they modify the web pages in some specific portions like latest news and events. Figure 7 is an example of web page using design of templates. The blocks surrounded by the blue boxes are generally used to display fresh information on this web page.

To accommodate modification on web pages, we use document tree to denote different types of web pages in takeout web changes. Our algorithm is carried out in two different stages:

- Construction of document tree
- Calculate Hash value of web pages

A. Document tree construction

We use Document Object Model (DOM) [23] to construct HTML document tree. The components in HTML pages are not all the time viewed in a nested way. While constructing the HTML document tree following two difficulties are faced:

- According to HTML 4.01 Description [24], the presence of end tag can be compulsory or noncompulsory or not allowed. For instance, <B>, <div>, <i>, <table>, <a> are required tags, <p>, <li> are optional tags and <meta>, <br> are not allowed tags.
- Certain designing tags may not align properly, for example <td>. Figure 8 illustrates how misalign tag can be found. Some HTML parsers, for example, Microsoft Internet Explorer, can put up such misalign tag to show the web page properly.

On average the quantity of change on current web document is considerably lesser than the content of the web page. At the point when users add or change the content of page, it is possible that only content is included or changed whereas the web page tree structure and design of content in web pages remain comparatively fixed. Nowadays more web developers have a tendency to keep up the structure of site pages as layouts, they modify the web pages in some specific portions like latest news and events. Figure 7 is an example of web page using design of templates. The blocks surrounded by the blue boxes are generally used to display fresh information on this web page.

To accommodate modification on web pages, we use document tree to denote different types of web pages in takeout web changes. Our algorithm is carried out in two different stages:

- Construction of document tree
- Calculate Hash value of web pages

A. Document tree construction

We use Document Object Model (DOM) [23] to construct HTML document tree. The components in HTML pages are not all the time viewed in a nested way. While constructing the HTML document tree following two difficulties are faced:

- According to HTML 4.01 Description [24], the presence of end tag can be compulsory or noncompulsory or not allowed. For instance, <B>, <div>, <i>, <table>, <a> are required tags, <p>, <li> are optional tags and <meta>, <br> are not allowed tags.
- Certain designing tags may not align properly, for example <td>. Figure 8 illustrates how misalign tag can be found. Some HTML parsers, for example, Microsoft Internet Explorer, can put up such misalign tag to show the web page properly.
tree, the parser inserts them at the same level in the \texttt{<ol>} tag sub-tree. Figure 9 demonstrates the change when many similar optional tags are in the same depth and leave the end tags. In the design of various same optional tags for example \texttt{<li>}, flat structure is preferred over nested structure.

<table>
<thead>
<tr>
<th>&lt;html&gt;</th>
<th>&lt;html&gt;</th>
</tr>
</thead>
<tbody>
<tr>
<td>&lt;head&gt;</td>
<td>&lt;head&gt;</td>
</tr>
<tr>
<td>&lt;title&gt;Hello&lt;/title&gt;</td>
<td>&lt;title&gt;Hello&lt;/title&gt;</td>
</tr>
<tr>
<td>&lt;/head&gt;</td>
<td>&lt;/head&gt;</td>
</tr>
<tr>
<td>&lt;body&gt;</td>
<td>&lt;body&gt;</td>
</tr>
<tr>
<td>&lt;ol&gt;</td>
<td>&lt;ol&gt;</td>
</tr>
<tr>
<td>&lt;li&gt;Apple</td>
<td>&lt;li&gt;Apple</td>
</tr>
<tr>
<td>&lt;li&gt;Orange</td>
<td>&lt;li&gt;Orange</td>
</tr>
<tr>
<td>&lt;li&gt;Grapes</td>
<td>&lt;li&gt;Grapes</td>
</tr>
<tr>
<td>&lt;li&gt;Mango</td>
<td>&lt;li&gt;Mango</td>
</tr>
<tr>
<td>&lt;/ol&gt;</td>
<td>&lt;/ol&gt;</td>
</tr>
<tr>
<td>&lt;/body&gt;</td>
<td>&lt;/body&gt;</td>
</tr>
<tr>
<td>&lt;/html&gt;</td>
<td>&lt;/html&gt;</td>
</tr>
</tbody>
</table>

Fig.9. Tag Structure Transformations of Optional Tags.

### B. Calculate Hash value of web pages

Change detection is refined by matching the recently retrieved web page with an already retrieved page saved on database. Change detection is taking into account computing the Hash value of two HTML documents. The web pages which are not 100% similar are considered as changed at server side.

The change detection method computes checksum for the entire web page. While updating the web page in the database, comparison between the checksums of both versions of web pages are performed and in case of any difference, it is fulfilled that the web page at web server site has been modified as compared to the local copy of web page maintained in the database at search engine end.

### V. ARCHITECTURE OF THE PROPOSED SYSTEM

The operation of the proposed approach is shown in Figure 10.
The whole process is started by the web crawler. The web crawler downloads the web pages from the web then it parses the HTML content from the web pages. After parsing the HTML content the hash value is calculated then this hash value is compared with previously stored hash value, if hash value is same as stored in database then it means web page is not updated with new value. If hash value is changed then it means web page changed its value, in this case old web page is updated with new web page and hash value is also updated and new value is stored in database. Every time this process runs, it checks to determine if there are web pages that need to be downloaded and compared to their equivalent previously stored versions.

Change detection is refined by matching the recently retrieved web page with an already retrieved page saved on database. Change detection is taking into account computing the Hash value of two HTML documents. The web page portions which are not 100% similar are considered to have been changed. Figure 10 shows proposed approach.

The change detection method computes checksum for the entire web page. While updating the web page in the database, comparison between the checksums of both versions of web pages are performed and in case of any difference, it is fulfilled that the web page at web server site has been modified as compared to the local copy of web page maintained in the database at search engine end.

We use Sql Server inbuilt checksum() function for detecting any change in the web page whether the web page change is of any types like (Structural Change, Content Change, Cosmetic Change or Behavioral Change). Any type of change can be detected by calculating checksum value. Given below figure shows the previous and changed version of web page.

In Figure 12 Changed text is shown in red color. Figure 13 shows different checksum value of both web pages.
So we can say that content of web page is changed. We use Sql Server for evaluate checksum of both web pages which give the result very fast and takes very less time for evaluate checksum.

The proposed approach can also detect cosmetic change. If a web page change its font color or it changes its font weight then we can evaluate both web page checksum value. There are two web pages shown in Figure 14 and 15. Figure 14 shows simple web page, in Figure 15 the font color is changes as green and some content is in bold. Fig. 16 shows checksum value of both web pages.

**A novel web page change detection approach using Sql Server**

The WWW is very dynamic in nature and is basically used for the exchange of information or data, the content of web page is continuously added, deleted, or changed, which makes Web crawlers challenging to keep up-to-date with the current version of the Web page. The web page is frequently changes its content hence it become necessary to develop an efficient system which could detect these changes efficiently in the lowest browsing time to achieve this changes. We compare the old web page hash value with the new web page hash value if hash value is changed that means web page content changed. Changes in a web page can be detected with the use of hash value which is unique.

**VI. CONCLUSION**

In this paper we develop an efficient web page change detection system which is used in web page change detection. In this paper, classification of web page change is provided. This paper basically determines whether a web page has been altered from its earlier stored version or not. Change detection is refined by matching the recently retrieved web page with an already retrieved page saved on database. Change detection is taking into account computing the Hash value of two HTML documents. The web page portions which are not 100% similar are considered to have been changed. Any type of change can be detected by calculating checksum value. It gives the result very fast and takes very less time for evaluate checksum.
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