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Abstract—This paper presents a new context-based solution for Web services discovery. The service description includes an enriched representation, in order to make more efficient the discovery and selection stages.

Our approach gives, services publishing and searching, another dimension. Services context-based selection uses a new quantitative similarity measure to calculate the correspondence degree between the client and the services contexts in order to provide users with appropriate services according to their contexts.
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I. Introduction

Web services are software components that provide functionalities accessible via standardized web protocols. Based on XML (eXtensible Markup Language), web services are independent from platforms and operating systems. This characteristic involves their adoption by various commercial and industrial organizations offering their services across the Web, and therefore increases the number of offered services.

Web services are based on standards technologies [1] like: WSDL (Web Services Description Language), UDDI (Universal Discovery, Description and Integration) and SOAP (Simple Object Access Protocol).

WSDL is used to describe Web services in terms of parameters, communication protocols [2] etc. UDDI is a Web services descriptions directory; it is used for discovering services [3]. Finally, SOAP is a transmission protocol between the user and the service provider [4].

Web services discovery is based on a syntactic search of the WSDL descriptions using the UDDI register.

However, with the diversity of users and the conditions under which they access Web services, other parameters must be considered during the discovery, such as the client terminal (PDA, laptop, etc.), the client preferences, his location, etc… All these parameters form a particular context of use called the user profile.

Also, publishing methods available in the UDDI do not involve a formal model to describe services' contexts, therefore services discovery could not be achieved efficiently without taking into account their contexts.

Indeed, when a user sends his/her request to services discovery system, he/she would like to have as a result services adapted to his/her preferences and to his/her device characteristics (screen size,…).

Thus, it becomes necessary to propose a model which provides relevant and adapted results according to the user context.

Since the user context can vary during a session, the system must be able to adapt it in order to select services according to the new context.

However, the functional parameters of a Web service, contained in the WSDL description, are not sufficient to implement discovery mechanisms. In order to fill this lack (representation of Web services), we propose to extend Web services descriptions in order to take into account the necessary concepts in the discovery process. Thus, Web services descriptions include the context of the user, via a general structure allowing the use of a common vocabulary to represent the two entities: the user and the service contexts.

Finally, the context is used during the discovery stage by selecting services corresponding as well as
possible to the user request. This discovery is based on the use of a similarity measure, which estimates the correspondence degree between the user context and the service context.

This paper is organized as follows: section 2 is an overview of the different approaches proposed for services discovery. For each approach various solutions are presented and a comparison is done at the end of this section. Section 3 is dedicated to similarity measures concept. In the next section we present our Web service discovery framework based on contexts: First, we start by presenting the objectives of the framework and then the user/service contexts components and finally the framework architecture, composed of a set of agents. Section 5 presents the quantitative similarity measure used in the discovery process and the next section evaluate the efficiency of the proposed measure. Finally, section 7 concludes this paper.

II. Web Services Discovery

The success of Web services allowed the adoption of this technology by various services providers, which induced an increase number of services, making their discovery a complicated task.

Various discovery mechanisms were proposed in the literature. In [5], authors define the discovery process as being "the act of localizing a description, manageable by a machine, of an unknown Web service before describing certain functional criteria".

Currently, services descriptions are published in registers (like UDDI) conceived, specially, for this function. The aim of these registers is to facilitate the discovery of services published by various commercial organizations.

Generally, Web services discovery is based on terms such as request, keyword, matching or mapping. Several definitions of these terms were proposed in the literature:

- **Request:** Generally a request is addressed by a user to a search engine, during a session with one or more keywords.
- **Keyword:** A keyword is a succession of characters not containing blanks and appearing in the field reserved for this purpose in the request. Operators (characters used to make complex expressions) are not considered as key words.
- **Matching:** The matching is a mechanism which aims to find semantic similarities, and possibly structural similarities, between two information: the required information (necessary) and the provided information by the system (published) [6], using a matching algorithm. The matching algorithm compares all the announcements (descriptions of published services) with the request, to provide, as a result, services which are close to the request.
- **Mapping:** The mapping consists of finding semantic relations which allow the transition from an entity to another. That is why we must look for correspondences to establish transformations between objects having comparable nature but not having the same form. Consequently, the mapping uses the matching results to carry out the possible transformations of the objects.

Different approaches were proposed, in the literature, to support web services discovery [7][8][9][10]. Initially, Web services discovery was mainly based on a syntactic search (syntactic correspondence between the request key words and services descriptions). But with the development of new technologies like semantic Web, these techniques became primarily semantic (semantic degree of similarity between the terms of the request and semantic descriptions of the services).

In general, discovery approaches can be classified in three categories:

- Approaches based on syntactic descriptions of Web services;
- Approaches based on semantic Web;
- And context-based approaches.

For each approach, we have two architectures: centralized and distributed architectures. In a centralized architecture, services descriptions are saved in the same register and in distributed architecture services descriptions are saved in different registers creating a cloud.

II.1) Syntactic Representation Based Approaches

The principle of syntactic-based approaches is simple: The client sends a request composed of key words; these words will be compared with services’ descriptions. In spite of its simplicity and its facility of implementation, this approach presents some limitations. Indeed, syntactic search does not make it possible, always, to have good results. Moreover, a software agent cannot examine textual descriptions intended for human use.
Others solutions were proposed for distributed architecture, as [11]. The main idea is to connect an arbitrary number of nodes (cloud or UDDI federation) to form in a virtual UDDI register, and each node contains a part of services' descriptions. When a user sends a request to one of the nodes, the node transmits the request to its neighbours, and so on for the nodes receiving this request. The results, obtained in each node, are then sent to the source node.

The AASDU system (Agent Approach for Service Discovery and Utilization), proposed in [12], is an example of distributed systems. AASDU is composed of:

1. A Graphical User Interface (GUI);
2. A Query Analyser Agent (QAA);
3. A reference system of agents' expertise fields, which reference agent according to their expertise;
4. The services module which allows services providers to publish descriptions, to start a negotiation to select services and finally to invoke a selected service.

II.2) Semantic Web Based Approaches

In the second discovery class (semantic approaches) authors focused on the semantic description of services. This development is increasingly significant since it seems to be able to approach certain insufficiencies of syntactic approaches.

For centralized architectures, we have:

- **The OWL-S** (Web Ontology Language approach) [13]: Among the ontologies proposed for the description of services we have the DAML-S ontology (DARPA Agent Markup Language for Services). This ontology is based on the DAML language ontology. DAML-S describes a service using three profiles:
  1. **ServiceProfile**: defines the service;
  2. **ServiceModel**: defines the service operations;
  3. **ServiceGrounding**: defines how to reach the service.

- **The IRS-II platform** [14]: The main components of this architecture are:
  1. The **IRS-II Server** contains services' descriptions.
  2. The **IRS-II Publisher** has two functions. Firstly, it allows linking services to their respective semantic descriptions. Secondly, it automatically generates a program which wraps the Java code of the service, in order to invoke it.
  3. The **IRS-II Client** invokes a service with a request.

For distributed architectures we have:

- **The PSWSSD Architecture** (P2P-based Semantic Web Discovery Service) [15] is a service discovery architecture in a P2P network. In this architecture, providers publish services' descriptions in various distributed registers. A subscriber looking for a service can question any register of the network. When the register receives the request, it will direct it towards the register(s) which can satisfy this request. This information is sent to the **matchmaker module** which selects services descriptions having a semantic correspondence with the user request.

- The **Speed-R** system [16] aims to connect all private UDDI registers (each service provider has its own UDDI register) via a P2P network. In order to have semantics in services descriptions, authors associate to each register specific ontologies. Semantics are brought to services descriptions by making a mapping between services specifications and concepts of ontologies.

II.3) Context Based Approaches

Dey [17] defines a context as being "all information being able to be used to characterize the situation of an entity, where an entity is a person, a place, or an object who can be relevant for the interaction between the user and the application, including the user and the application themselves" [18].

With this definition, we can say that each entity (user and Web service) have its own context. The service context can group the service localization (geographical restriction), the service cost, the service category, quality of service parameters, etc. The user context can be formed of his localization, his preferences, etc.

Several context-based discovery solutions were proposed, among these solutions we cite:

- **a) The UDDI+ approach**

The principal idea of this approach is to make extensions on UDDI register in order to take into account context information during the service discovery. The new UDDI server is called **UDDI+** [19]. The objectives of UDDI+ are:

  - To allow a Web service semantic discovery;
  - To provide users with services according to their contexts (localization, etc.).

UDDI+ is composed of four principal components:

1. The **Proxy** which allows the publication of syntactic and semantic descriptions of services. When receiving a publication or an update request, the Proxy transmits it to the UDDI server which assigns a single identifier called UUID (Universal Unique Identifier). The Proxy checks if the description message contains a T-Model describing
the service in DAML-S (DARPA Agent Markup Language-Service). If the TModel exists, the semantic description is saved in DAML-S repertory with the UUID identifier, if not the description is saved in UDDI. The provider can specify the period of validity of the published information. This information is used by the planning module (scheduler) responsible for the deletion of services descriptions in UDDI and in the DAML-S repertory when the validity date is expired.

2. The second component is a simple search interface relating to UDDI. For an advanced search, authors proposed an interface named Inquiry+ allowing the user to introduce a description of the desired service as well as context information.

3. The Matcher uses ontologies to discover services corresponding (semantically) to the user request and filters services which are not appropriate to the user context.

4. The last component is an ontologies database.

b) SOAP

The approach proposed in [20] integrates the context in the SOAP (Simple Object Access Protocol) communication protocol. The goal of this approach is to seek and select services according to a context integrated in SOAP. This context takes mainly into account the characteristics of the user device and his localization. The selection, based on services contexts, carried out by the Context Manager, is realized in four stages:

1. The SOAP request is pre-treated by the Context Manager, in order to extract the transmitted context. This process makes it possible to find, at the next stage, a service corresponding to the user needs.

2. The Context Manager invokes a service according to the defined context.

3. The answer of the invoked service is transmitted to the Context Manager to check if it corresponds well to the context.

4. Finally, the result of the treated service is sent to the SOAP Request Processing in order to be translated in this language and sent to the client.

c) CASD architecture

CASD (Context Aware Discovery Service) [20] contains a semantic discovery module which determines the services that have a semantic relationship with the user request using specific ontologies. When the user formulates his/her request (Qusr), another request (Qctx) is attached to the first one. Qctx contains information about the user context, such as the device type and the user profile. This information is recovered, respectively, by the two databases: the user profiles database and terminal type database.

Other information composing the user context like his localization is attached to Qctx.

Qusr allows finding services which have a semantic relationship with the user search topics while Qctx filters services which have a contextual correspondence with the user.

d) CB-Sec architecture

CB-Sec is an architecture for the discovery and the composition of services based on contexts [21]. This architecture is composed of four layers:

1. The physical layer: this layer represents the resources belonging to the environment. The resources describe all the entities which can be implied during the execution of an application such as software components...

2. The context layer: this layer recovers and processes the contextual data. It is composed of two modules: the collection of contextual data module and a database for contexts data. The collection of contextual data module is based on a multi-agents system where each agent tries to recover and to treat a certain type of contextual data (user context, terminal characteristics, etc.) and to save these data in the database. Contextual data is acquired by sensors, or by agents.

3. The services layer: This layer is responsible for the discovery, the composition and the execution of Web services.

4. The user application layer: Consist of a set of interfaces allowing various users to specify their profiles and preferences.

II.4) Synthesis

Initially, Web services descriptions were made only at a syntactic level, services discovery was based on techniques from information retrieval. However, with the development of semantic Web technologies and in order to automate the discovery task, new approaches based on services semantic descriptions were proposed.

In general, discovery approaches depend on the representation level (semantic or syntactic) of services descriptions. Moreover, the approaches vary according to the adopted architecture (centralized or distributed).

We can notice that generally multi-agents approaches are used in distributed architectures. That is well justified since this technology is well adapted to the distributed nature of the problem (Table 1).

It is also noticed that the semantic approaches suggested, such as OWL-S [13], Speed-R [16] and
PSWSD [15], are based on the same technique which consists on calculating the semantic correspondence level between the services functional parameters and those mentioned in the user request.

Table 1 Synthesis of services discovery systems

<table>
<thead>
<tr>
<th>Services description</th>
<th>AASD</th>
<th>OWL-S</th>
<th>Speed-RI</th>
<th>IRS-II</th>
<th>IRS-III</th>
<th>PSWSD</th>
</tr>
</thead>
<tbody>
<tr>
<td>U</td>
<td>WSDL</td>
<td>OWL</td>
<td>WSDL</td>
<td>Ontologies</td>
<td>WSMO</td>
<td>WSMO</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>&amp; Ontologies</td>
<td>Ontologies</td>
<td>Ontologies</td>
<td>Ontologies</td>
</tr>
<tr>
<td>Architecture</td>
<td>Distributed</td>
<td>Centralized</td>
<td>Distributed</td>
<td>Centralized</td>
<td>Centralized</td>
<td>Centralized</td>
</tr>
<tr>
<td>Discovery techniques</td>
<td>TFIDF</td>
<td>Matching</td>
<td>Key words</td>
<td>SM</td>
<td>SM</td>
<td>Matching</td>
</tr>
<tr>
<td>Adopted technology</td>
<td>Multi-agents</td>
<td>SOAP</td>
<td>Multi-agents</td>
<td>SOAP</td>
<td>SOAP</td>
<td>Multi-agents</td>
</tr>
</tbody>
</table>

The difference between these approaches is the ontology language used. In PSWSD [15] a WSMO ontology is adopted while in [13] an OWL-S ontology based on OWL is used.

Discovery mechanisms must take into account services context in order to propose to users only services which meet, as well as possible, their needs. In other terms, we must choose services whose context is adequate with the user one. Table 2 represents the user's context components considered by the suggested approaches.

Table 2 Users' context components supported by the presented approach

<table>
<thead>
<tr>
<th></th>
<th>UD DI+</th>
<th>S SOAP</th>
<th>CB- Sec</th>
<th>CAS D</th>
</tr>
</thead>
<tbody>
<tr>
<td>User Localization</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>User terminal</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>User profile</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>+</td>
</tr>
</tbody>
</table>

There are three approaches to create user context: manual approach, automatic and semi-automatic approach. In the manual approach, the user introduces his context parameters, via an interface dedicated for this purpose. The UDDI+ [19] is based on a manual approach.

In the two other approaches, the context is built automatically via software agents. However, for the semi-automatic approach, a part of the context is built manually, such as for example in CASD [20] and CB-Sec [21].

Web services context includes several parameters like the service category, QoS parameters, localization, etc. However, the majority of suggested approaches focus only on two parameters: localization and the device type. Moreover, few works took into account QoS parameters during the discovery.

In the other hand, one of the big problems of Web search systems is the definition of a correspondence function between the representation of the proposed service and the user request. This function must model the relevance of the search result to the user [22].

The search relevance is a complex concept. Closely related to user judgment, the relevance is paradoxically evaluated by technologies because the capacity to perceive similarities and analogies is one of the most fundamental aspects of human knowledge [23]. Consequently, to be able to offer, to users, services corresponding to their requirements, a search solution must be based on a relevance model. This model will permit to calculate, for each request, the relevance of its information. Those that have the best relevance score will then be presented to users in a descending order.

In the majority of the cases [24], the correspondence between what is offered and what is required is evaluated using a similarity measure to obtain useful information about their compatibilities. Calculating the similarity was considered as a subject of research strongly recommended in the fields of semantic Web and artificial intelligence [24].

Similarity Measures

The similarity is defined by the degree of resemblance between two objects. Indeed, any system having for goal to analyse or organize automatically a whole of data or knowledge must use, in a form or another, a similarity operator to establish the resemblances or the relations existing between the used data.

In general, a similarity measure is defined in a universe U which can be modelled using a quadruplet: (Ld, Ls, T, SF) [25]:

Ld the representation language used to describe the data;

Ls the representation language of the similarities;

T a set of knowledge about the studied universe;

SF the similarity binary function, such as:

\[ \text{SF: Ld} \times \text{Ld} \rightarrow \text{Ls} \]

A similarity measure is a function which satisfies the following properties:

\[ \forall x, y \in \text{Ld}: \text{SF}(x, y) \geq 0 \] (1)

\[ \forall x, y \in \text{Ld}: \text{SF}(x, x) = \text{SF}(y, y) \geq \text{SF}(x, y) \] (2)
∀x, y ∈ Ld: SF(x, y) = SF(y, x) (3)

In the same way, a dissimilarity measure is defined as a function which checks the following properties:

∀x, y ∈ Ld: DF(x, y) ≥ 0 (4)

∀x ∈ Ld: DF(x, x) = 0 (5)

∀x, y ∈ Ld: DF(x, y) = DF(y, x) (6)

It is also possible to transform a similarity measure SF to a dissimilarity measure DF by using the following relation:

∀x, y ∈ Ld: DF(x, y) = S_{\text{max}} - SF(x, y) (7)

S_{\text{max}} is the maximum value which can be obtained by the similarity measure.

Several similarity measures were proposed in various applications fields, we cite:

- Similarity for textual data [26];
- Similarity for intrusion detection [27];
- Similarity for Web services [28].

The next section presents a new quantitative similarity measure for a context-based service discovery system.

Toward a New Framework for Context-Based Web Services Discovery

Nowadays, semantic Web services discovery is based on input parameters and output results [29]. However, the emergence of new means of access to information, such as wireless networks (Wi-Fi, Bluetooth) and the emergence of new communication terminals like laptops and PDAs made that the access to the service is not carried out any more in the same way, nor by the same devices.

In addition to devices heterogeneity, the diversity of contents, offered to users, made that other parameters must be considered during the service discovery. All these parameters form a particular environment of discovery.

In various environments, users reaching the same services can receive different answers. Thus, discovery systems take into account these parameters and filter the desired services, adapted to the environment constraints expressed by the user.

Thus, in Web services, the adaptation is based on the determination and the management of all these characteristics for the selection and the presentation of suitable services. These characteristics represent the context.

To have a context sensitive based discovery system, we propose a discovery system which allows the publication and the discovery of services in a UDDI directory by using a similarity measure.

We will take into account the user and service contexts during the discovery process in order to offer services having contexts corresponding to user requirements. This discovery solution will be deployed in our services delivery platform [30].

II.5) The Framework Objectives

The work presented in this paper is an extension of the adaptation system proposed in [30]. New functionalities and improvements are proposed. Among the objectives to reach, we cite:

- **Management of services:** The platform must allow, to providers, the addition and the deletion of services and also the update of their characteristics.
- **Proposing a search engine:** In order to define users' needs, expressed via a request (in natural language), it is necessary to translate this request to be comprehensible by the system.
- **Offering to users the best service:** The system should satisfy the users' requests as well as possible, according to their needs and contexts.
- **Defining methods to implement the discovery process:** These functions help the system to generate services offerings satisfying the user request (syntactic and contextual level). This includes functions, such as similarity measure, used to obtain the correspondence rate between the user and the suggested services contexts.
- **Management of WSDL documents and creation of CC/PP files:** Contrary to the approaches already presented (section II), which refer to WSDL files via the Tmodel [31] and define only the functional parameters of the service, we add a new reference in the Tmodel in order to establish a link towards the service CC/PP (Composite Capabilities/Preference Profiles) repertory. This repertory contains CC/PP files representing the non-functional parameters of a service version.
- **Defining methods to implement the publication process:** In order to make efficient the search processing, the publication process should integrate functions allowing the service publication in UDDI. Moreover, it integrates also an enriched representation of services allowing their publication on a contextual level.

Before presenting the discovery system, it is necessary to define the various parameters forming the two contexts: user and service context.
II.6) Context Elements

The suggested context contains mainly several dimensions able to represent information characterizing a service (QoS, devices... etc.). It makes it possible to model the user's context, requesting the service, as well as the offered service.

We propose a multidimensional-semantic representation which allows the contexts representation by creating a concepts hierarchy instead of independent unit fields.

The defined structure is flexible; various characteristics can be extended thanks to the hierarchical character of the proposed model.

The model is arborescence and is composed of one or more components, each component contains one or more attributes (value, weight).

The context is formed of various parameters such as the service cost, the localization (for geographical restriction), supported terminals, Quality of service (QoS), etc.

The user context is characterized by the following parameters: user identity, his preferences, type of terminal, localization, etc.

Various models for context representation were proposed [26]. We chose CC/PP format for the context representation [32]. CC/PP [33] is a W3C (World Wide Web Consortium) standard, which allows an expressive description of the discovering environment constraints by using a general structure which takes a standard form for all users.

The suggested context makes it possible to model the user and the service contexts by using a common vocabulary to represent relative data of the two entities.

This context is formed of 4 components (Figure 1) according to their types:

- Service Identity (service name, service functionalities...),
- Service QoS preferences as well as service language: this parameter allows the provider to define the following aspects:
  - Required QoS parameters;
  - Language preferences;
  - Execution time parameters: The attributes relating to the execution time such as capacity, performance, reliability, availability, flexibility, exactitudes.
- Terminal characteristics: This parameter contains all the details concerning the user terminal as well as the client localization. This information is represented by:
  - The terminal description: Includes the description attributes of the terminal, thus providing basic information on which the service will carry out or will have to be adapted (terminal type, model, manufacturer...).
  - Software parameters: Contains the software details of the terminal such as the type and the version of the operating system and the navigator.
  - Hardware parameters: Contains the material details of the terminal such as the size and the resolution of the screen.
- Localization.

![Fig. 1: General representation of the context model](image)

II.7) System Agents

The proposed system is composed of five agents (Figure 2):

- **Publication Agent**: This agent is an interface between the system and the services providers. The functionalities ensured by this agent are:
  - Managing information about the provider and the service, services accesses, services type;
  - Saving syntactic descriptions of services in UDDI;
  - Making automatic updates of Web services descriptions;
  - And in order to make more efficient the search and selection steps, the publication process integrates an enriched representation of Web services.
- **Registration Agent**: This agent is an interface between the user and the system. Its role is:
  - To save services syntactic descriptions in UDDI;
  - To save the static characteristics of the user in the database.
- **Subscription Agent:** This agent allows clients to subscribe into the system.

- **Discovery Agent:** The role of this agent is the discovery of services descriptions according to the user request (syntactic and contextual level). The client can choose the type of request to be carried out.
  - The request can be syntactic (formulated in natural language), with a basic search;
  - Or advanced; in this case the agent enriches the request with client's context information.

- **Contexts Agent:** Its role is:
  - To recover the whole context characteristics of the desired/provided Web service;
  - To standardize user/service contexts in CC/PP;
  - To save the standardized contexts;
  - To allow automatic updates of contexts.

After the authentication step, the system loads one of the two following agents: the publication or the discovery agent according to the client profile (user or provider).

The publication agent allows providers to publish, in a public register, all their described services.

Users can search and select from existing registers, services via the discovery agent.

a) **Services publication process**

The publication process assumes the following tasks:

- **Management of publishers:** Each organization wishing to host a service, in order to publish it, must have a single identifier PID (Publisher ID) to login. The suggested system must be able to manage:
  - The registration of new publishers in the UDDI server database. Following each registration, a repertory will be associated to the publisher.
  - Deletion of publisher which must automatically imply the deletion of its services and their CC/PP contextual descriptions.

- **Management of Companies registration:** Authenticated publishers can register one or more companies within UDDI directory, by introducing information to identify it (Company-Name, Category, Company-Description, URL…).

- **Management of services:** A provider announces his new service by publishing it description. Therefore, the publisher is invited to fill a form representing the context of the published service. These characteristics are used during the discovery stage in order to approach the user's needs as much as possible.

The provider (Publisher) has, via the publication form, the full context attributes. The provider selects the context attributes which are appropriate to him.

The management of services must assume the following tasks:
  - Service registration and its description in the UDDI directory: in this stage, service's description is high level (no technical information is described). Among stored information, we have: Service-Name, Service-Description, links to services (URL of the service), reference towards its WSDL description and a reference towards the CC/PP repertory, which contain all contextual descriptions of the various versions of the service.
  - Registration of the service and its description in the server: The service description contains contextual information about the various versions of the service already created on the UDDI server.
  - Deletion of the service, which automatically implies the deletion of all its versions.

- **Management of versions:** the management of versions must deal with the following operations:
  - Registration of versions: for each service a version at least must be registered (CC/PP format) in the service repertory referenced by the Tmodel [31] according to the following path (PublisherID/CompanyName/ServiceName) during the publication of the service (Figure 3).
  - Creation of versions: a service provider can add new versions to his service already published.
  - Updating data: a service provider can carry out modifications on the services versions.
  - Removing one or several versions of the service.

- **Deletion functionalities:** In the suggested architecture, we propose various functionalities of
deletion, such as deletion of publishers' accounts as well as deletion of information relating to companies and services.

b) Services discovery process

In this stage, we aim to search for services, corresponding as well as possible, to the user request.

Thus, we propose two types of searches: syntactic search and advanced search. To allow a flexible use, the user is invited to carry out a search in natural language (syntactic search) [28].

The syntactic search is an elementary search for services which can be done according to the name of the service. The novelty proposed by our approach is that we also propose to draw up the search for a service according to a set of contextual concepts (service name, service description...).

**Fig. 3: Publication process**

- **Syntactic search:** During this phase, the user is invited to express his request in natural language. When the server receives the request, a syntactic analysis will be started in order to extract the various concepts, using treatments presented in [28][34]. At the end of this step, a SOAP request is transmitted to the UDDI server to search for services according to the various concepts of the received request. At the end of this phase, the result is sent to the user.

- **Advanced search:** The advanced search is based on the concept of contexts. The client context is recovered from his profile, saved automatically by the server as a CC/PP file.

The client request will be formed by the various attributes values.

In SOA (Service-Oriented Architecture) architectures, a Web service is proposed by a provider which publishes the service description in a specific register (generally UDDI). The service description is realized with WSDL.

When a user searches for Web services, he uses UDDI. The user takes note of available services in UDDI thanks to WSDL definitions diffused by providers. When a user chooses a service, the connection between these two entities is established via SOAP.

This solution does not take into account the user context as well as the service context during the discovery process.

Our goal is to propose, to users, services according to their contexts. In other words, the service must be able to fulfill the user requirements while being compatible with the various characteristics composing its context.

Before presenting our architecture it is necessary to remind that in SOA architectures, services descriptions are made only at syntactic level. In the proposed solution, Web services are described with parameters, taking into account the service context, by using a common vocabulary to describe contexts of the two entities: the user and the service.

**Figure 4 presents the discovery process.**

*Fig. 4: Global view of the discovery process*

Services discovery is based on the functional parameters of the services defined in WSDL files and referred by the Tmodel. However, other non-functional parameters are not considered in the discovery process. In order to have a services discovery system, based on contextual information, we propose to consider the non-functional parameters of the service, defined previously, and referred by the Tmodel, in addition to the functional parameters, during the discovery process.

Then, we establish a comparison between user and services contextual information:

1. First, we extract contextual information from the user CC/PP profile: The user context is an important parameter to consider during the service selection. During the interaction between the user and the discovery system, the user recovers his context in an automatic way. The user context is then sent by the main agent to the searcher agent.

2. Then we extract the contextual information from service's descriptions.
3. Finally, we compare the two contexts (user and service contexts) in order to calculate the correspondence rate.

In the proposed solution, Web services are described with parameters, taking into account the service's context, by using a common vocabulary to describe contexts of the two entities: the user and the service.

When the user submits his/her request, the Discovery agent uses the data XML representation to build a formal request modelling the user request. The Discovery agent returns a list of significant words; these words will be filtered to keep only a set of concepts constituting the request: concepts of the main segment and concepts of the optional segment. The Discovery agent stores the description of the requested service in the annotations database (Demand), and extracts the users' profile concepts to stores it in the users' profiles database (CC/PP format).

Our work highlights the lack of taking into account the users' and services' contexts during the discovery process in SOA architectures. Our goal is to find Web services corresponding to user context. In other words, the service proposed by the system must be able to fulfill the requirements of the user while being in adequacy with the various characteristics of his context.

In order to attain our objective, we propose the use of a quantitative similarity measure.

III. Web Services Similarity Evaluation Using the QSim Measure

Services discovery is based on services descriptions (properties required and provided), to draw up a comparative study.

Gathering information (relating to the user or service contexts), is made by filling of a form (manual approach) or collected in an automatic way (localization…) by using mechanisms quite specific (GPS…).

The advanced search aims to:

- Fill the flaw of basic search: Services discovery is based on the functional parameters of the services defined in WSDL files and referred by the Tmodel [31]. However, other non-functional parameters are not considered in the discovery process. In order to have a services discovery system, based on contextual information, we propose to consider the non-functional parameters of the service, defined previously, and referred by the Tmodel, in addition to the functional parameters, during the discovery process. We associate to each parameter it weight.
- Establish a comparison between user and services contextual information: After the determination of the group of services satisfying the user request, in terms of functional parameters, in the next step the system filters this group by selecting services where contextual parameters (QoS, localization, terminal…) are adequate with user context. The selection is made in three phases:

4. Extraction of contextual information from the user CC/PP profile: The user context is an important parameter to consider during the service selection. During the interaction between the user and the discovery system, the user recovers his context in an automatic way. The user context is then sent by the Context Agent to the Discovery Agent via the user request.

5. Extraction of contextual information from services versions CC/PP file: For each preselected service, satisfying the user request in terms of functional parameters, we extract contextual descriptions of each version of the service.

6. Comparing contexts (user and service version contexts) in order to calculate the correspondence rate: For the quantification of resemblances, we choose a numerical similarity measure. Its use is extremely flexible. Indeed, the evaluation of the resemblances by a value implies that it is always possible and easy to compare context attributes (user and services’ versions contexts).

To compare two characteristics forming a context, we compare their values. However, when we have several characteristics to compare, the previous method is insufficient. Therefore, we have proposed a new similarity measure to determine the degree of similarity between the two contexts while taking into account all the characteristics forming the context.

The proposed measure is the quantitative similarity measure (QSim).
### III.1) The QSim Similarity Measure

*QSim* was proposed in order to fill in the weaknesses of the *Jaccard* measure, used in our previous work [28].

The *Jaccard* similarity measure was used to evaluate the similarity between two objects (service and user).

Let *N* be a set of objects (documents, users, services). Each object is described by *m* characteristics. Thus, for each object *X* is associated a binary vector \((X_1, X_2, \ldots, X_m)\) such as:

\[
X_i = \begin{cases} 
1 & \text{if the feature } i \text{ exist in } X \\
0 & \text{else} 
\end{cases} \tag{8} 
\]

Where \(i \in \{1,2,3, \ldots, m\}\)

Let us note by:
- \(a\): characteristics suggested by the service and required by the client;
- \(b\): characteristics suggested by the service but not requested by the client;
- \(c\): characteristics requested by the client but not suggested by the service.

The *Jaccard* similarity measure used in our previous work [28] for services discovery state as follows:

\[
S = \frac{a}{a+b+c} \tag{9} 
\]

This measure gave good performances, however it presents some disadvantages.

Among these weaknesses, we have noticed that the *Jaccard* measure checks only the existence of a characteristic (we have a binary result: 1 if the parameter exists, 0 else).

Let us take the following example: We consider two objects *X* and *Y* with the following properties:

\[
X = (1, 1, 0, 0, 1, 0, 1) \\
Y = (1, 1, 0, 0, 1, 0, 1) 
\]

The *Jaccard* similarity measure used in [28] allows to measure the similarity of these two objects and to turn over the value 1 because the same characteristics are present.

Let us consider now a quantitative parameter (we suppose that the first parameter is the connection rate). Let *X* be a user having a 1 MO connection rate and *Y* a service requiring a 2MO connection rate to carry out.

\[
\text{Even if with the } \textit{Jaccard} \text{ similarity measure the similarity degree between the two objects is of 100%, it is obvious that the two objects are not completely identical.}
\]

Our new quantitative similarity measure is formalized as follows:

- Let \(P\) be a set of profiles (users, documents, services ...). An object is described by \(m\) contextual characteristics \(X = (X_1, X_2, X_3, \ldots, X_m)\).

  In our context, let \(N\) be a set of services. Each service is composed of a set of concepts, and each concept is described by \(n\) characteristics.

- Let \(X = (X_1, X_2, \ldots, X_n)\) be a profile belonging to \(P\) and \((w_1, w_2, \ldots, w_n)\) is a set of weights associated to each characteristic where \(\sum_{i=1}^{n} w_i = 1\).

- We define a threshold in order to present only services that have a similarity rate with the user profile higher than the threshold defined.

The similarity measure \(QSim\): \(P \times P \rightarrow [0,1]\) is defined as follows:

\[
QSim(X,Y) = \frac{a \sum_{i=1}^{n} w_i \cdot ASim(X_i,Y_i)}{a \sum_{i=1}^{n} w_i + b + c} \tag{10} 
\]

Where:
- \(X\) and \(Y\) are two profiles belonging to \(P\);
- \(a\) is the set of common characteristics of \(X\) and \(Y\);
- \(b\) is the set of characteristics existing in \(X\) and not existing in \(Y\);
- \(c\) is the set of characteristics existing in \(Y\) and not existing in \(X\);
- \(ASim\) is the atomic similarity between each characteristic of \(X\) and \(Y\). \(ASim\) is defined as follows:

\[
ASim: \mathbb{R}^+ \times \mathbb{R}^+ \rightarrow [0,1] \\
ASim(X_i,Y_i) = \begin{cases} 
1 & \text{if } (X_i = Y_i) \\
0 & \text{if } ((X_i \neq Y_i) \land \text{(type = Qualitative)}) \\
\min(X_i,Y_i) & \text{if } ((X_i \neq Y_i) \land \text{(type = Quantitative)}) 
\end{cases} \tag{11} 
\]

\(ASim\) checks the properties of similarity measures [35].

The distance (dissimilarity) corresponding to \(QSim\) is defined as follows:

\[
\text{Dist}\ : \ P \times P \rightarrow [0,1] \\
\text{Dist} (X,Y) = 1 - QSim (X,Y) \tag{12} 
\]
\[ \text{Dist}(X,Y) = 1 - \frac{\sum w_i \cdot \text{Sim}(X_i,Y_i)}{\sum w_i + \text{Sim}(X_i,Y_i)} \] (13)

III.2) Services Discovery Result

The result of the discovery process is a list of services. The presentation of this list, provided by the system, can be made in three different ways:

- **Presentation of the required companies:** In this presentation, we present to the user all the companies answering its request with their descriptions and their activities. While clicking on one of the results (company name), the system presents all the services belonging to the selected company.

- **Presentation of the results for syntactic search:** We can present to the user services corresponding to his syntactic search. We can list the related services to a concept with other information describing the exposed services.

- **Presentation of the results for advanced search:** In this view, we present all the services answering the advanced request of the user associated with links to reach the service description. The list of services is ordered according to their relevance. Services are classified in a decreasing order, indicating the correspondence, calculated by \( QSim \), between the user context and the services contexts.

IV. \( QSim \) versus Jaccard

In order to evaluate the relevance of our similarity measure, we compared the results given by \( QSim \) and the results given by the Jaccard similarity measure \( (JSM) \) used in our previous work [28].

IV.1) Tests Environments

Let \( S \) be a service having 10 contextual versions (CV1 to CV10).

We suppose that we have five clients with five different contexts of use. The clients search for the same service.

Table 3 represents the different contexts attributes with various contextual versions of the service sought by the user.

<table>
<thead>
<tr>
<th>Context attributes</th>
<th>CV1</th>
<th>CV2</th>
<th>CV3</th>
<th>CV4</th>
<th>CV5</th>
<th>CV6</th>
<th>CV7</th>
<th>CV8</th>
<th>CV9</th>
<th>CV10</th>
</tr>
</thead>
</table>

Table 4 User Contextual attributes

<table>
<thead>
<tr>
<th>Context attributes</th>
<th>U1</th>
<th>U2</th>
<th>U3</th>
<th>U4</th>
<th>U5</th>
</tr>
</thead>
<tbody>
<tr>
<td>Performances</td>
<td>High</td>
<td>Moderate</td>
<td>Low</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Capacity</td>
<td>Moderate</td>
<td>Low</td>
<td>High</td>
<td>High</td>
<td>Moderate</td>
</tr>
<tr>
<td>Reliability</td>
<td>Reliable</td>
<td>Unreliable</td>
<td>Reliable</td>
<td>Unreliable</td>
<td></td>
</tr>
<tr>
<td>Availability</td>
<td>Not available</td>
<td>Available</td>
<td>Not available</td>
<td>Not available</td>
<td>Not available</td>
</tr>
<tr>
<td>Flexibility</td>
<td>Inflexible</td>
<td>Flexible</td>
<td>Flexible</td>
<td>Inflexible</td>
<td></td>
</tr>
<tr>
<td>Security</td>
<td>Low</td>
<td>High</td>
<td>Moderate</td>
<td>Low</td>
<td></td>
</tr>
<tr>
<td>Cost</td>
<td>50</td>
<td>70</td>
<td>200</td>
<td>30</td>
<td>100</td>
</tr>
<tr>
<td>Language</td>
<td>Dut</td>
<td>Zha</td>
<td>Chi</td>
<td>Chi</td>
<td>Chi</td>
</tr>
</tbody>
</table>

The objective of the tests is to confront the two similarity measures \( (JSM \) and \( QSim \) and to compare the obtained results with the distance of Manhattan \( (DM) \).

This distance indicates the dissimilarity between users’ contexts and services’ contexts. The distance of Manhattan is calculated with the following formula:

\[ \text{DM}(X,Y) = \frac{1}{2} \sum |X_i - Y_i| \] (14)

IV.2) Tests Results

Below, the results obtained by the two similarity measures \( (QSim \) and \( JSM \) during the discovery process according to users contextual attributes.

Figure 6, Figure 7, Figure 8, Figure 9 and Figure 10 represent the similarity degrees obtained between each user request and the various contexts of services.
Figure 11 indicates the number of discovered services for each request. In the bar chart we represent only services which have a similarity degree higher than 50%, i.e. that half of the user needs are satisfied by the service.

That is due principally to the fact that the JSM tests only the existence of the requested attribute in the service context, without taking into account its value. In this case, we have some examples: User 1 with Context 5 (an 87% similarity degree with only one common attribute), User 1 with Context 3 (an 87% similarity degree with two common attributes), User 2 with Context 1 (an 87% similarity degree with two common attributes), User 3 with Context 3 (an 75% similarity degree with one common attribute)...

Contrary to the JSM curves, we note that the values represented by the QSim curves are more realistic if we compare the set of services contexts and the users' requests.

We also note that the values given by the quantitative measure are in inverse proportion to the values given by the distance measure and reflect the real degree of correspondence. Indeed, we notice that the more important the values given by our measurement are (high degree of similarity) and the more we have small values concerning the distance (low dissimilarity) thanks to the quantification of the context attributes by QSim measure.

As a result, we note that the number of discovered services (Figure 11) with the QSim measure is noticeably lower than the number of discovered services with the JSM (with a threshold of similarity of 50%). Thus, we can say that our quantitative measure makes it possible to refine services search and to propose to users only services which really correspond to their needs.
V. Conclusion and Perspectives

Web services search returns, generally, several results. Most of these results are likely to be non-appropriate to users' requirements. The discovery process must be able to increase the relevance of the results in order to approach the user requirements as much as possible.

In this paper, we proposed a framework for context-based web services discovery. Users' and services' contexts are modelled by a common vocabulary for the representation of the relative data of the two contexts. The various contexts are represented by a set of components.

Moreover, we proposed a discovery process according to users' contexts. The evaluation of the correspondence degree, between the client context and the service context, is carried out using a quantitative similarity measure. This new measure is more adapted, to services discovery, than the Jaccard similarity measure used previously.

Despite the fact the objectives were achieved, several perspectives proved to be promising and can bring more to our work.

The aim of these perspectives is to improve the performances of the system by:

- Exploiting a multi-agents system for a distributed UDDI architecture;
- Simplification of the search process;
- And optimization of Web services storage space.

These are the research directions that will guide our future work.
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