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Abstract—Homomorphism is a concept that allows one to perform arbitrary calculations on the cipher text. One of the application of this concept is securing one’s location while one uses location based services(LBS). In this paper I have discussed an approach to preserve mobile user’s location while accessing some location based service. The mobile user is trying to find the nearest locations of his interest using a mobile application. While doing so he wishes to keep his location coordinates a secret from the server. This is because, these days since servers may be maintained by a third party or a middleware might be involved. There is no scope of trusting anyone in this insecure world. Therefore, since in homomorphic encryption offers a way of making calculations on the cipher text thereby not revealing anything about the plaintext to the server, it becomes a more secure and safer choice for making a system which wants to keep the data protected from the server.

Problem Statement: Implementing k-nearest neighbour algorithm while preserving user location privacy using homomorphic encryption.

Index Terms—Homomorphism, Additive/Multiplicative Homomorphism, Location Based Services (LBS), Cloaking region, location privacy, Paillier cryptosystem, kNN.

I. INTRODUCTION

User location privacy has now become one of the most important security agendas to be discussed and catered to in almost all new as well as older computer applications. And addressing this agenda, Location-Based Services (LBSs) have become the most significant services in this context aware field. Location-based services provide the desired services and data based on the location provided by the user. Although these services make our lives easier, however, they also make us highly vulnerable to privacy risks. This is because in order to avail the desired services, a user has to reveal and uncover his location to the server. Thus, it can be rightly stated that his location privacy is threatened.

In the proposed system, “Fig 1”, I wish to build solution for kNN (k- Nearest neighbour) queries using homomorphic properties of Paillier public-key cryptosystem.

• The mobile user initiates a request by sending location-based queries to the LBS (Location Based Service) provider. Since this request is encrypted and then sent to the server, therefore his location is not revealed to the server.
• The LBS provider carries out various computations and calculations on the encrypted location query provided by the mobile user and this way it furnishes location based services to the user.
• The communication gap between the LBS provider and the mobile user is bridged by a base station.
• Location based information is provided by satellites.

II. EXISTING APPROACHES

There are many existing approaches and techniques,
“Fig. 2”, which may also ensure location privacy. Going through the below section, one can develop a fair picture about these methods and approaches.

- Information Access Control [2]
- Mix zone [3]
- K-anonymity [4], [5]
- Dummy locations [8], [9]
- Private Information Retrieval (PIR) [8], [9]
- Geographic data transformations [8], [10]

All LBS queries that use mix zone [3], access control [2] and k-anonymity [4][5] approach either require a service provider or a middleware that stores all locations of the user. However, since they are storage areas, they are vulnerable to any kind of misbehaviour conducted by a third party, adversary. Thus very little protection is ensured in case the service provider or the middleware is owned or maintained by an untrusted party.

A. K-Anonymity

K-anonymity was first used for identity privacy protection. LBS queries that are built and based on the concept of k-anonymity are highly dependent on two parameters - the density and distribution- of the mobile users, which, cannot be controlled by the location privacy technique.

B. Dummy Locations

In case of LBS queries that are based on “dummy” locations, a set of fake locations is randomly selected by the mobile user and sent to the LBS. The user then receives the false results from the LBS over the mobile network. However, this way both communication as well as computation overhead is incurred in the mobile devices. The mobile user might choose less fake locations for the purpose of efficiency, however the location based service provider can also limit the mobile user in smaller sub spaces of the larger domain, leading to weaker location privacy.

C. Geographic Data Transformations

Geographic data transformation [8][10] based LBS queries are susceptible to access pattern attacks since the same query always returns the same results in an encoded format. For instance, the LBS provider may notice the frequencies of the cipher texts and, thus, reveal information about the query. This can be simply done by having knowledge about the database’s context and matching the most frequent plaintext POI with the most frequently returned cipher text.

D. Personal Information Retrieval (PIR)

PIR [8][9] based LBS queries are cryptographically stronger, but are often expensive in context of computation and communication. In order to improve efficiency, one can employ trusted hardware to perform personal information retrieval for LBS queries. Like LBS queries that are based on access control, mix zone and k-anonymity, as discussed above, this technique is susceptible and vulnerable to any kind of misbehaviour by an adversary. This is because this mechanism is modelled on hardware-aided PIR. In this model, the system is initialized by a trusted third party (TTP) by setting the permutation of the database and secret key.

Giving PIR based solutions for kNN queries which are practical along with ensuring location privacy was a challenge. However, “Xun Yi, Russell Paulet, Elisa Bertino, and Vijay Varadharajan” [1] gave following main contributions:

- Current PIR-based LBS queries [8][9], generally work in two steps. As a first step, the mobile user calculates and finds the index of his location according to the cloaking region (CR) and then as a second step he finds the points of interest (POIs) according to the provided index from the LBS provider. To make the process more comprehensible, they have given a one-step solution for kNN queries in which the mobile user transmits his (encrypted) location to the location based service (LBS) provider and receives the k-nearest (encrypted) POIs from it.

- Earlier, the mobile user could only retrieve k nearest POIs irrespective of the type of POIs on using current PIR-based LBS queries [8][9]. For the first and foremost time, they have taken into consideration the type of POIs in kNN queries and given a method to the user to find the k-nearest POIs of the same type without revealing the type of POIs he is interested in to LBS provider. For instance, their solution allows the user to find out k-nearest car parks/hotels/schools from the LBS provider without revealing his location as well as his POI.

- Current PIR-based LBS queries [8][9], generally choose a fixed cloaking region. CR. Later according to the fixed CR and the query provided, the service provider creates a response to these queries. This response is then sent to the mobile user. The LBS queries are inefficient, in case the CR is large. Also, the LBS queries have weak privacy, if the CR is small. Thus they have given a solution where even if the mobile user specifies a large public CR, the LBS provider still creates the results based on a small private CR repeatedly.
III. PAILLIER CRYPTOSCHEME

Paillier cryptoscheme is actually a non-deterministic and probabilistic asymmetric key encryption scheme which uses different pairs of public and private key to encrypt and decrypt any plaintext. Paillier cryptosystem depends on a random element \( r \) for encryption per message bit. Also, it involves only one multiplication for each homomorphic addition and one exponentiation for each homomorphic multiplication making it a simple, efficient and better choice.

**Key Generation**

Randomly choose any two large prime numbers \( a \) and \( b \) such that

\[
gcd(ab, (a - 1)(b - 1)) = 1
\]  
(1)

Calculate \( n = ab \)

Calculate \( \lambda = \text{lcm}(a - 1, b - 1) \)

Choose value of generator \( g \), such that \( g \in \mathbb{Z}_n \).

\[
gcd ((g^3 \mod n^2 - 1)/n, n) = 1
\]  
(4)

Calculate \( \mu = (L(g^3 \mod n^2) - 1) \mod n \),

where \( L(x) = (x - 1)/n \).

This function is only used on input values \( \mu \) that actually satisfy \( \mu = 1 \mod n \) \(^{[14]}\).

Public Key: \((n, g)\)

Private Key: \((\lambda, \mu)\)

**Encryption**

Plaintext, where \( m \in \mathbb{Z}_n \)

Randomly select \( r \) where \( r \in \mathbb{Z}_n \)

Calculate cipher text as:

\[
c = g^m \cdot r^\mu \mod n^2
\]  
(6)

**Decryption**

As implied from equation (6),

\[
m = L(c^\lambda \mod n^2) \cdot \mu \mod n
\]  
(7)

Paillier Cryptosystem can be illustrated using the following example (1).

**Example 1:**

Let \( a = 49727, b = 56737 \)

\( n = ab = 2821360799 \)

\( n^2 = 7960076758133918401 \)

\( \lambda = \text{lcm}(a - 1, b - 1) = 1410627168 \)

Choose a random, \( g = 1624691728 \)

\( L = 2197925655 \)

\( \mu = 1779031213 \)

Public Key: \((2821360799, 1624691728)\)

Private Key: \((1410627168, 1779031213)\)

**Homomorphic Property**

Paillier Cryptosystem holds the property of additive homomorphism.

On decryption, the product of two ciphers gives the sum or addition of their respective inputs, i.e. the respective plaintexts.

\[
D(E(m_1, r_1) \cdot E(m_2, r_2)) \mod n^2
= (m_1 + m_2) \mod n
\]

IV. SYSTEM ARCHITECTURE

The proposed system is built and based on the architecture explained in this section. A schematic view can be obtained from “Fig.3”. It consists of three algorithms as discussed below. The functioning and details of the algorithms will be discussed in Section V (How it works).

1) **Query Creation (QC)**

Query Creation (QC): Accepting the following as
inputs,

- a fixed, cloaking region, CR divided into grid of \( n \times n \) cells;
- the location \((x, y)\) of the mobile user;

The mobile application user generates request to be sent to the server. It consists of a query \( Q \) and a secret value, \( s \), denoted as:

\[
(Q, s) = QC(CR, n, (x, y)).
\]

2) Response Creation (RC)

Response Creation (RC): Accepting the following as inputs,

- the mobile app user’s query \( Q \),
- a location-based database \( D \) containing information about name and distance of POIs from each cell of the CR;

The LBS provider generates a response \( R \), as a result of the provided query. It is denoted as:

\[
R = RC(Q, D).
\]

3) Response Retrieval (RR)

Response Retrieval (RR): Accepting the following as inputs,

- the response value, \( R \),
- the secret value, \( s \), of the mobile application user;

The mobile user finally generates \( k \) nearest POIs, which can be denoted as

\[
kNN = RR(R, s).
\]

V. HOW IT WORKS

“Fig. 4” and “Fig 5” show the working of the proposed system. In this system proposed, the concept of location preservation works efficiently using the following algorithms (in sequence). There is a client (mobile user) which accesses its location and sends it to the server. The server on its end stores values (\( d \)) of nearest locations in an integer format. For example, cell (1,2) has 2 nearest hotels, cell (2,3) has 0 nearest hotels.

Step 1:

Fix a Cloaking Region, \( CR \), in which the user queries about a location based service. (Figure 7)

Step 2:

Divide the \( CR \) into square grids, such that each fixed sized cell is of a particular dimension, say \( 1 \times 1 \) km in my case. (Figure 8)

Step 3:

Index the square cells into \((x, y)\) format and assign an index to the user’s location. (Figure 9)

Step 4:

Once the locations are assigned an index, the following three algorithms are used to encrypt the location and avail location based services.

- The user (client) first generates a key pair \((sk, pk)\), where \( sk \) is the secret key and \( pk \) is the private key.
- The user’s location \((x, y)\) is encrypted using \( Encrypt \) algorithm of Paillier Encryption Scheme.
- The user also chooses a place of interest, \( poi \), whose index is also sent to the server along with the encrypted location.
- The server applies some calculation on the cipher text sent from the client side using the matrix. This \( d \) matrix stores values (\( d \)) of number of nearest locations to each cell \((x, y)\) in an integer format.
- Finally the encoded result (cipher text on which calculation has been performed) is returned to the client.
- The user then decrypts the encoded result using the private key \((sk)\) to obtain value of \( d \) corresponding to its respective location.

Hence the user comes to know whether or not there exists a hotel nearby. If yes, then how many hotels are actually nearest to the user’s location.
Algorithm 1: Query Creation, QC (Mobile APP User)

Input: \( CR, n, (x, y) \)

Output: \( Q, s \)

a) Randomly pick any two large prime numbers \( a, b \) such that \( N = a \cdot b > N \).
b) Consider secret key, \( sk = \{a, b\} \), and public key \( .pk = \{g, N\} \), where \( g \) is chosen from \( \mathbb{Z}_N^* \) and the order of \( g \) is a nonzero multiple of \( N \).
c) Randomly choose an integer \( r_l \in \mathbb{Z}_n^* \), for each \( l \in \{1, 2, 3, ..., n\} \), and compute

\[
c_l = \begin{cases} \text{Encrypt} (1, pk) = g^{r_l N} \pmod{N^2} & \text{if } l = x \\ \text{Encrypt} (0, pk) = g^0 r_l N \pmod{N^2} & \text{otherwise} \end{cases}
\]

Where “Encrypt” is nothing but the encryption algorithm as explained and can be found under Paillier Cryptosystem in Section III.
d) User chooses his point of interest, \( poi \).
e) Let \( Q = \{ CR, n, c_1, ..., c_n, poi, pk \} \), \( s = sk \)
f) Return \( \{Q, s\} \)

Algorithm 2: Response Creation, RC (Server)

Input: \( D, Q = \{ CR, n, c_1, ..., c_n, (g, N) \} \)

Output: \( \{C, C_2, ..., C_n\} \)

a) Compute \( R = \{C_1, C_2, ..., C_n\} \), where for \( y = 1, 2, ..., n \)
b) \( C_y = \prod_{l=1}^{n} c_l^{d_{x,y}} \pmod{N^2} \)
c) Return \( R \)

Algorithm 3: Response Retrieval, RR (user)

Input: \( R = \{C_1, C_2, ..., C_n\} \), \( s = sk \)

Output: \( d \)

a) Calculate value, \( d = \text{Decrypt}(C_y, sk) \), where “Decrypt” is the decryption algorithm as explained and can be found under Paillier Cryptosystem in Section III.
b) Return value of \( d \)

\[
d_{x,y} = RR(R, s) \text{ where } d_{x,y} \text{ stands for k nearest POIs for the cell (x, y), (Q, s) = QC(CR, n, (x, y)), R = RC(D, Q).}
\]

Proof. Based on Algorithms 1–3, we have

\[
c_y = \prod_{l=1}^{n} c_l^{d_{l,y}} = g^{d_{x,y} \left( \prod_{l=1}^{n} r_l^{d_{l,y}} \right)} \pmod{N^2}
\]

Which is nothing but encryption of \( d_{x,y} \) (Section III). Therefore, we have \( d_{x,y} = \text{Decrypt}(C_y, sk) = RR(R, sk) \) and hence the theorem is proved.

VI. DESIGN AND IMPLEMENTATION

A. Mobile Application Development

In order to allow a user to access his location, I have first designed an android mobile application.

To include the location tracking capabilities in the application, I have used the Location Manager class.

- **Location Manager**: This class provides access to mobile based location service.
- **It gives higher accuracy over other available options.**
- **It is power saving.** This is because of the fact that it utilizes comparatively low power by selecting the most efficient method of accessing the user’s location.
- **Class can be retrieved through** .

**Context.getSystemService(Context.LOCATION_SERVICE).**

**Location Manager** Class can be used in two ways to find user locations using NETWORK_PROVIDER and GPS.

Fig. 5. Working of Algorithms.

Fig. 6. LocationManager Capability for Android App Development
Network Provider
- Finds and retrieves the location of the users using Wi-Fi access points, cell towers etc.
- Considers the distance between user’s location and the cell tower.
- Provides a faster result.
- Usually a better choice when trying to access locations from indoors (inside the rooms or buildings).

GPS
- Finds and retrieves the location of the users using satellites.
- Uses GPS based coordinates which are used for positioning.
- The signals from the satellites are receive by the GPS receiver in the smart phones. These signals are then used and processed for determining the exact and precise locations.
- Usually takes longer time in sending the response, causing delay in determining the location.
- Generally a better choice for determining location in outdoors, since direct sky/satellite views and communication occurs.

Android Permissions
I have added the following android permissions in my AndroidManifest.xml file.

- **Access_Coarse_Location** is used for determining approximate location using cell towers and Wi-Fi access points.
- **Access_Fine_Location** is used for determining precise location using cell towers and Wi-Fi access points.
- **Internet** is use for connecting to the internet and performing network operations using the mobile app.

B. Cloaking Region Division
I have fixed a cloaking region for the proposed system. It looks like,” Fig 7”.

C. Mobile App Snapshots

VII. FINDINGS
The proposed system proved to be secure from various aspects. The following section enlists all kind of findings obtained after implementing the proposed system. 
Section A gives a fair description on how the system proves to be secure under different conditions where an adversary can try to attack the system. Section B mentions about performance findings of the system. Comparative analysis of the proposed system with the existing encryption schemes is covered in Section C. Going forward, a detailed key size analysis was done in order to determine the appropriate key size to make the system work efficiently and securely. The analysis can be found in Section D.

A. Security Findings
The system developed in this paper has proven to be secure under various conditions.
1. Only the mobile user knows his/her location.
2. The adversary cannot have an access to user’s location, as it is sent to the server in an encrypted format.
3. An adversary trying to attack the server cannot gain access to the plain text as he doesn’t have a key. Even if he tries to attack, since the algorithm applied is probabilistic in nature, every time a new random value is used to encrypt the plain text. Thus, it becomes difficult to crack the cipher text.
4. Even if the adversary has attacked and cracked the plain text, it still doesn’t lead to mobile user’s location as we do not send user’s actual location coordinates but its corresponding index value based on the cell division of the cloaking region.
5. The server does nothing but performs arbitrary calculations on the encrypted data and returns the result to the mobile user. Thus, there is no disclosure of the plain text. There is no key sharing involved. The server has no information about the plain text.

B. Complexity Analysis

Analyzing the performance of the algorithms, since the modular multiplication and square computations are cheaper than the exponentiation computations, I have considered the latter over the former. Also, the computations involved in the key generation process can be ignored since it can be precomputed.

Analyzing the three algorithms (Algorithms 1-3), in the kNN query protocol:

Algorithm 1: The mobile app user encrypts the location before sending it to the LBS provider. He computes n encryptions (Paillier encryptions) which means computing about n exponentiations.

Algorithm 2: The LBS provider computes n^2 exponentiations while making calculations on the cipher text.

Algorithm 3: The mobile app user decrypts the calculated cipher obtained from the server. It involves 1 Paillier decryption i.e. about 2 exponentiation computations.

Table 1. Complexity Analysis

<table>
<thead>
<tr>
<th>Operations</th>
<th>No. of exponentiations</th>
<th>Complexity</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mobile App User</td>
<td>n Paillier encryptions</td>
<td>n exp O(n)</td>
</tr>
<tr>
<td>Mobile App User</td>
<td>1 Paillier decryption</td>
<td>2 exp O(n^2)</td>
</tr>
<tr>
<td>LBS Provider</td>
<td>Exponentiation</td>
<td>n^2 exp O(n^2)</td>
</tr>
</tbody>
</table>

Table above concludes the complexities involved in algorithm 1-3.

The total computation complexity of the client, mobile app user, is O(n) exp.

The total computation complexity of the server, LBS Provider, is O(n^2) exp.

The total communication is 2n log_2 N bits.

C. Comparative Analysis

Homomorphism - a better choice for cloud computing.

During my research work I have tried to analyse various encryption schemes applicable on cloud. The following table sums up the analysis based on a few primary characteristics:

Table 2. Comparative Analysis

<table>
<thead>
<tr>
<th>Usage Platform</th>
<th>Unpadding RSA</th>
<th>ELGAMAL</th>
<th>Goldwasser-Micali</th>
<th>Paillier</th>
<th>Gentry</th>
</tr>
</thead>
<tbody>
<tr>
<td>Efficiency and Security</td>
<td>Multiplicative</td>
<td>XOR/Additive - encrypts a single bit at a time.</td>
<td>Additive</td>
<td>Probabilistic, efficient and simple. It involves only one multiplication for each homomorphic addition and one exponentiation for each homomorphic multiplication.</td>
<td>Efficient as it computes arbitrary number of operations on encrypted data. However practically not possible.</td>
</tr>
<tr>
<td>Security</td>
<td>Deterministic and can be cracked using chosen plain text attack</td>
<td>Probabilistic but not secure under chosen cipher text attack</td>
<td>Not an efficient cryptosystem, as cipher texts may be several hundred times larger than the initial plaintext.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

D. Key Size Analysis

Analyzing the entire system developed based on varied key sizes lead to a deduction that a key size of 32 bits is appropriate to make the system work and process the queries efficiently. Neither the cipher text is too small nor is the encrypted result from the server too large. This is summarized in Table 3.

Although, the system started working correctly and gave correct encrypted and decrypted results with a key size of 18 bits. It could hence be conclude that for the proposed system to work correctly, minimum key size should be 18 bits. But, taking into consideration other parameters- the cipher text size, the encrypted result size, security parameter, R, - a key size of 32 fits in the best
because exceeding that the size of the cipher text in comparison to the plain text becomes exceedingly large.

It was also observed during one of the executions of the system that with increasing key size, the length of the cipher text also increased. For instance, with a key size of 10 the length of the cipher text came out to be 18 bits long, with a key size of 12 the length of the cipher text came out to be 22 bits long, with a key size of 16 the length of the cipher text came out to be 31 bits long and with a key size of 32 the length of the cipher text came out to be 57 bits long.

According to Encryption Performance Improvements of the Paillier Cryptosystem [17], this encryption scheme proves to be efficient if the plain text size is small in comparison to the length of the key, which is the case in our system. However, since the security factor of Paillier cryptosystem is based on hardness of integer factorization, size of modulus $n$ should be large. Therefore choosing a correctly sized value of $n$ is important.

Also, we need to be careful while choosing the value of parameter $g$. According to [18], equation (4), the value of $g$ should satisfy the condition:

$$\gcd(t(g^4 \mod n^2), n) = 1$$

Also, according to the same reference [18], Paillier, value of $g$ should ideally be small for high performance of the algorithm. In my system I have randomly generated the value of $g$ in range $0 – 9$.

In order to make the system more secure and robust, I have also tried a combination of a key size of 512 bits coupled with a random generator value, $g$, ranging between $0 – 9$ and a security parameter $r$, at least 70 bits long for small sized plain text. This combination gave accurate results without much delay. However increasing the key size or value of $g$ or the security parameter here from brought significant time delay in response generation.

Table 3. Key size Analysis (when size(key)=size($g$))

<table>
<thead>
<tr>
<th>Key Size(bits)</th>
<th>p</th>
<th>q</th>
<th>Plaintex size (bit)</th>
<th>SecuritParam size (bit)</th>
<th>Encrypted Result from server (bits)</th>
<th>Correct decryption (X/√)</th>
</tr>
</thead>
<tbody>
<tr>
<td>10</td>
<td>5</td>
<td>5</td>
<td>0-3</td>
<td>70</td>
<td>60-80</td>
<td>X</td>
</tr>
<tr>
<td>12</td>
<td>5</td>
<td>5</td>
<td>0-3</td>
<td>70</td>
<td>70-100</td>
<td>X</td>
</tr>
<tr>
<td>16</td>
<td>8</td>
<td>8</td>
<td>0-3</td>
<td>70</td>
<td>110-120</td>
<td>X</td>
</tr>
<tr>
<td>18</td>
<td>9</td>
<td>9</td>
<td>0-3</td>
<td>70</td>
<td>130-150</td>
<td>√</td>
</tr>
<tr>
<td>20</td>
<td>10</td>
<td>10</td>
<td>0-3</td>
<td>70</td>
<td>140-150</td>
<td>√</td>
</tr>
<tr>
<td>32</td>
<td>16</td>
<td>16</td>
<td>0-3</td>
<td>70</td>
<td>240-260</td>
<td>√</td>
</tr>
<tr>
<td>64</td>
<td>32</td>
<td>32</td>
<td>0-3</td>
<td>70</td>
<td>500-520</td>
<td>√</td>
</tr>
</tbody>
</table>

VIII. CONCLUSION

This paper provides its readers with an idea and mechanism involved in preserving the user’s location using homomorphic encryption scheme.

The scenario that homomorphic encryption supports says that a user can encrypt his data with the public key and transfer the data to cloud. The cloud server then performs computations and calculations on the cipher text. However, because the cloud server doesn’t have the private key, it cannot decrypt the result of the computation.

After the computations have been carried out, the server sends the resultant cipher text back to the server who can at last decrypt the cipher text to get the desired answer.

The same thing happens when we try to ensure location privacy using homomorphic encryption. While sending a location based query to the server, the client hides it and never reveals. Hence the idea of preserving the user’s location is restored.

Using homomorphic encryption to secure data prevents plain text from being exposed[20]. Thus, homomorphic encryption has given a new dimension to cloud storage and security. There are various homomorphic cryptosystems available and now there is a need to develop Fully Homomorphic cryptosystems[20] which meet all the criteria of being compact, correct and applicable on all functions/circuits. With the advent of Fully Homomorphic Cryptosystem, the data has become semantically secure.
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